**4 Criptografia autenticada**

Confidencialidade trata de esconder dados de olhos indesejados, e a criptografia é o meio de alcançar isso. A criptografia é aquilo para o qual a ciência da criptografia foi inicialmente inventada; foi o que preocupou a maioria dos primeiros criptógrafos. Eles se perguntavam: "Como podemos impedir que observadores compreendam nossas conversas?"

Enquanto a ciência e seus avanços floresceram inicialmente a portas fechadas, beneficiando apenas governos e seus militares, agora ela está aberta em todo o mundo. Hoje, a criptografia é usada em todos os lugares para adicionar privacidade e segurança em diferentes aspectos de nossas vidas modernas. Neste capítulo, descobriremos o que realmente é a criptografia, que tipos de problemas ela resolve e como as aplicações de hoje fazem amplo uso deste primitivo criptográfico.

**NOTA** Para este capítulo, você precisará ter lido o capítulo 3 sobre códigos de autenticação de mensagens.

Este capítulo aborda:

* Criptografia simétrica vs. criptografia autenticada
* Algoritmos populares de criptografia autenticada
* Outros tipos de criptografia simétrica

**4.1 O que é um cifrador?**

É como quando você usa gírias para falar com seus irmãos sobre o que fará depois da escola, para que sua mãe não saiba o que estão planejando.  
— Natanael L. (2020, <https://twitter.com/Natanael_L>)

Vamos imaginar que nossos dois personagens, Alice e Bob, querem trocar algumas mensagens de forma privada. Na prática, eles têm muitos meios à sua disposição (correio, telefones, internet, etc.), e cada um desses meios é, por padrão, inseguro. O carteiro pode abrir suas cartas; os operadores de telecomunicação podem espionar suas chamadas e mensagens de texto; provedores de internet ou quaisquer servidores na rede que estejam entre Alice e Bob podem acessar o conteúdo dos pacotes sendo trocados.

Sem mais delongas, vamos apresentar o salvador de Alice e Bob: o algoritmo de criptografia (também chamado de cifrador). Por ora, vamos imaginar este novo algoritmo como uma caixa preta que Alice pode usar para criptografar suas mensagens para Bob. Ao criptografar uma mensagem, Alice a transforma em algo que parece aleatório. O algoritmo de criptografia toma:

* **Uma chave secreta** — É crucial que este elemento seja imprevisível, aleatório e bem protegido, pois a segurança do algoritmo de criptografia depende diretamente do segredo da chave. Falarei mais sobre isso no capítulo 8, sobre segredos e aleatoriedade.
* **Algum texto em claro (plaintext)** — Isto é o que você quer criptografar. Pode ser algum texto, uma imagem, um vídeo ou qualquer coisa que possa ser traduzida em bits.

Este processo de criptografia produz um **texto cifrado (ciphertext)**, que é o conteúdo criptografado. Alice pode usar com segurança um dos meios listados anteriormente para enviar este texto cifrado para Bob. O texto cifrado parecerá aleatório para qualquer pessoa que não conheça a chave secreta, e nenhuma informação sobre o conteúdo da mensagem (o plaintext) será vazada. Uma vez que Bob recebe este texto cifrado, ele pode usar um algoritmo de descriptografia para revertê-lo ao plaintext original. A descriptografia toma:

* **Uma chave secreta** — É a mesma chave secreta que Alice usou para criar o texto cifrado. Como a mesma chave é usada para ambos os algoritmos, às vezes chamamos a chave de **chave simétrica**. Por isso, às vezes especificamos que estamos usando criptografia simétrica e não apenas criptografia.
* **Algum texto cifrado** — É a mensagem criptografada que Bob recebe de Alice.

O processo então revela o plaintext original. A <IMAGEM> ilustra este fluxo.

A criptografia permite que Alice transforme sua mensagem em algo que parece aleatório e que pode ser transmitido com segurança para Bob. A descriptografia permite que Bob reverta a mensagem criptografada de volta à mensagem original. Este novo primitivo criptográfico fornece confidencialidade (ou segredo, ou privacidade) às suas mensagens.

**NOTA** Como Alice e Bob concordam em usar a mesma chave simétrica? Por enquanto, assumiremos que um deles teve acesso a um algoritmo que gera chaves imprevisíveis, e que se encontraram pessoalmente para trocar a chave. Na prática, como iniciar tais protocolos com segredos compartilhados é frequentemente um dos grandes desafios que as empresas precisam resolver. Neste livro, você verá muitas soluções diferentes para este problema.

**4.2 O cifrador de bloco AES (Advanced Encryption Standard)**

Em 1997, o NIST iniciou uma competição aberta para um novo Padrão de Criptografia Avançada (AES), com o objetivo de substituir o algoritmo Data Encryption Standard (DES), seu padrão anterior de criptografia que já começava a apresentar sinais de envelhecimento. A competição durou três anos, durante os quais 15 designs diferentes foram submetidos por equipes de criptógrafos de diferentes países. Ao final da competição, apenas uma submissão, Rijndael, de Vincent Rijmen e Joan Daemen, foi nomeada vencedora.
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Em 2001, o NIST lançou o AES como parte da publicação FIPS (Federal Information Processing Standards) 197. O AES, o algoritmo descrito no padrão FIPS, ainda é o principal cifrador utilizado atualmente. Nesta seção, explico como o AES funciona.

**4.2.1 Quanta segurança o AES fornece?**

O AES oferece três versões diferentes:

* **AES-128** usa uma chave de 128 bits (16 bytes),
* **AES-192** usa uma chave de 192 bits (24 bytes),
* **AES-256** usa uma chave de 256 bits (32 bytes).

O tamanho da chave dita o nível de segurança — quanto maior, mais forte. Contudo, a maioria das aplicações utiliza o AES-128, pois oferece segurança suficiente (128 bits de segurança).

O termo **segurança em bits** é comumente usado para indicar a segurança de algoritmos criptográficos. Por exemplo, o AES-128 especifica que o melhor ataque que conhecemos hoje exigiria cerca de 2¹²⁸ operações. Este número é gigantesco, e é o nível de segurança que a maioria das aplicações busca.

Quão grande é 2¹²⁸? Observe que a quantidade entre duas potências de 2 dobra a cada passo. Por exemplo, 2³ é o dobro de 2². Se 2¹⁰⁰ operações já são praticamente impossíveis de se alcançar, imagine dobrar isso (2¹⁰¹). Para alcançar 2¹²⁸, você terá dobrado seu valor inicial 128 vezes! Em linguagem simples, 2¹²⁸ é:

**340 undecilhões 282 decilhões 366 nonilhões 920 octilhões 938 septilhões 463 sextilhões 463 quintilhões 374 quadrilhões 607 trilhões 431 bilhões 768 milhões 211 mil 456.**

É bastante difícil imaginar o quão grande é esse número, mas você pode assumir que nunca seremos capazes de atingir tal número na prática. Também não consideramos o espaço necessário para qualquer ataque complexo de larga escala funcionar, o que é igualmente enorme na prática.

Prevê-se que o AES-128 continuará seguro por um longo tempo. A menos que avanços na criptoanálise descubram alguma vulnerabilidade ainda desconhecida que reduza o número de operações necessárias para atacar o algoritmo.

**4.2.2 A interface do AES**

Olhando para a interface do AES para criptografia, vemos o seguinte:

* O algoritmo aceita uma chave de comprimento variável, como discutido anteriormente.
* Também aceita um plaintext de exatamente 128 bits.
* Produz um ciphertext de exatamente 128 bits.

**Segurança em bits é um limite superior**  
O fato de que uma chave de 128 bits oferece 128 bits de segurança é específico ao AES; não é uma regra de ouro. Uma chave de 128 bits usada em algum outro algoritmo poderia, teoricamente, fornecer menos de 128 bits de segurança. Enquanto uma chave de 128 bits pode fornecer menos segurança, nunca fornecerá mais (há sempre o ataque por força bruta). Testar todas as chaves possíveis levaria no máximo 2¹²⁸ operações, reduzindo a segurança para no mínimo 128 bits.

Como o AES criptografa um plaintext de tamanho fixo, o chamamos de **cifrador de bloco** (*block cipher*). Alguns outros cifradores podem criptografar plaintexts de comprimento arbitrário, como você verá mais adiante neste capítulo.

A operação de descriptografia é exatamente o reverso disso: usa a mesma chave, um ciphertext de 128 bits e retorna o plaintext original de 128 bits. Efetivamente, a descriptografia reverte a criptografia. Isso é possível porque as operações de criptografia e descriptografia são **determinísticas**; produzem os mesmos resultados não importa quantas vezes sejam executadas.

Em termos técnicos, um cifrador de bloco com uma chave é uma **permutação**: ele mapeia todos os possíveis plaintexts para todos os possíveis ciphertexts (veja o exemplo na <IMAGEM>). Alterar a chave altera esse mapeamento. Uma permutação também é reversível: a partir de um ciphertext, existe um mapeamento de volta ao plaintext correspondente (caso contrário, a descriptografia não funcionaria).

Obviamente, não temos espaço para listar todos os possíveis plaintexts e seus ciphertexts associados. Isso seriam 2¹²⁸ mapeamentos para um cifrador de bloco de 128 bits. Em vez disso, projetamos construções como o AES, que se comportam como permutações e são randomizadas por uma chave. Dizemos que são **permutações pseudoaleatórias (PRPs)**.

**4.2.3 O funcionamento interno do AES**

Vamos nos aprofundar um pouco nas entranhas do AES para ver o que há dentro. Note que o AES enxerga o estado do plaintext durante o processo de criptografia como uma matriz 4x4 de bytes (como você pode ver na <IMAGEM>).

Na prática, isso não faz muita diferença, mas é assim que o AES é definido. Nos bastidores, o AES funciona como muitos outros primitivos criptográficos simétricos chamados de **cifradores de bloco**, que criptografam blocos de tamanho fixo. O AES também possui uma **função de rodada (round function)** que itera diversas vezes, partindo da entrada original (o plaintext). Eu ilustro isso na <IMAGEM>.

Cada chamada à função de rodada transforma o estado ainda mais, eventualmente produzindo o ciphertext. Cada rodada usa uma **chave de rodada (round key)** diferente, que é derivada da chave simétrica principal (durante o que chamamos de *key schedule*). Isso permite que uma mínima alteração nos bits da chave simétrica gere uma criptografia completamente diferente (um princípio chamado de **difusão**).

A função de rodada consiste em múltiplas operações que misturam e transformam os bytes do estado. A função de rodada do AES usa especificamente quatro subfunções diferentes. Embora evitemos explicar exatamente como as subfunções funcionam (você pode encontrar essas informações em qualquer livro sobre AES), seus nomes são: **SubBytes, ShiftRows, MixColumns e AddRoundKey**. As três primeiras são facilmente reversíveis (é possível encontrar a entrada a partir da saída da operação), mas a última não é. Ela realiza uma operação **XOR (OU-exclusivo)** com a chave de rodada e o estado e, portanto, precisa do conhecimento da chave de rodada para ser revertida. Eu ilustro o que entra em uma rodada na <IMAGEM>.

O número de iterações da função de rodada no AES — que normalmente é pequeno o suficiente para ser prático — foi escolhido para frustrar a criptoanálise. Por exemplo, existem ataques extremamente eficientes (que recuperam a chave) em variantes de três rodadas do AES-128. Ao iterar muitas vezes, o cifrador transforma o plaintext em algo que não se assemelha em nada ao original. A menor alteração no plaintext também retorna um ciphertext completamente diferente. Este princípio é chamado de **efeito avalanche**.

**NOTA**  
Os algoritmos criptográficos do mundo real são tipicamente comparados pela segurança, tamanho e velocidade que oferecem. Já falamos sobre a segurança e o tamanho do AES; sua segurança depende do tamanho da chave, e ele pode criptografar blocos de dados de 128 bits por vez. Em termos de velocidade, muitos fabricantes de CPU implementaram o AES por hardware. Por exemplo, as **AES New Instructions (AES-NI)** são um conjunto de instruções disponível em CPUs Intel e AMD, que podem ser usadas para implementar criptografia e descriptografia de AES de forma eficiente. Essas instruções especiais tornam o AES extremamente rápido na prática.

Uma pergunta que você pode ainda ter é: como criptografar mais ou menos que 128 bits com o AES? Vou responder isso a seguir.

**4.3 O pinguim criptografado e o modo de operação CBC**

Agora que apresentamos o cifrador de bloco AES e explicamos um pouco sobre seu funcionamento interno, vamos ver como usá-lo na prática. O problema com um cifrador de bloco é que ele só consegue criptografar um bloco por vez. Para criptografar algo que não tenha exatamente 128 bits, precisamos usar um preenchimento (*padding*) bem como um **modo de operação**. Então, vamos ver do que se tratam esses dois conceitos.

Imagine que você queira criptografar uma mensagem longa. Ingenuamente, você poderia dividi-la em blocos de 16 bytes (o tamanho de bloco do AES). Então, se o último bloco de plaintext for menor que 16 bytes, você poderia adicionar alguns bytes ao final até que o plaintext fique com 16 bytes de comprimento. É disso que se trata o *padding*.

Existem várias maneiras de especificar como escolher esses bytes de preenchimento, mas o aspecto mais importante do *padding* é que ele precisa ser reversível. Após a descriptografia do ciphertext, devemos ser capazes de remover o *padding* para recuperar a mensagem original sem preenchimento. Simplesmente adicionar bytes aleatórios, por exemplo, não funcionaria porque não seria possível discernir se os bytes aleatórios faziam parte da mensagem original ou não.

O mecanismo de preenchimento mais popular é frequentemente chamado de **PKCS#7 padding**, que apareceu pela primeira vez no padrão PKCS#7 publicado pela RSA (uma empresa) no final dos anos 1990. O PKCS#7 padding especifica uma única regra: o valor de cada byte de preenchimento deve ser igual ao comprimento do preenchimento necessário. E se o plaintext já tiver 16 bytes? Então adicionamos um bloco completo de preenchimento com o valor 16. Eu ilustro isso visualmente na <IMAGEM>. Para remover o preenchimento, basta verificar o valor do último byte do plaintext e interpretá-lo como o comprimento do preenchimento a ser removido.

Agora, há um grande problema que preciso mencionar. Até agora, para criptografar uma mensagem longa, você simplesmente a dividiu em blocos de 16 bytes (e talvez tenha preenchido o último bloco). Essa forma ingênua é chamada de **modo de operação de livro de códigos eletrônico (Electronic Codebook - ECB)**. Como você aprendeu, a criptografia é determinística, e assim, criptografar o mesmo bloco de plaintext duas vezes leva ao mesmo ciphertext. Isso significa que, ao criptografar cada bloco individualmente, o ciphertext resultante pode ter padrões repetitivos.

Isso pode parecer aceitável, mas permitir essas repetições leva a muitos problemas. O mais óbvio é que elas vazam informações sobre o plaintext. A ilustração mais famosa disso é o **pinguim do ECB**, ilustrado na <IMAGEM>.

Para criptografar mais de 128 bits de plaintext com segurança, existem modos de operação melhores que “randomizam” a criptografia. Um dos modos de operação mais populares para o AES é o **cipher block chaining (CBC)**. O CBC funciona para qualquer cifrador de bloco determinístico (não apenas o AES) ao utilizar um valor adicional chamado **vetor de inicialização (IV – initialization vector)** para randomizar a criptografia. Por causa disso, o IV tem o tamanho do bloco (16 bytes para o AES) e deve ser aleatório e imprevisível.
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Para criptografar com o modo CBC, começamos gerando um IV aleatório de 16 bytes (o capítulo 8 mostrará como fazer isso), depois aplicamos o XOR do IV gerado com os primeiros 16 bytes do plaintext antes de criptografá-los. Isso efetivamente randomiza a criptografia. De fato, se o mesmo plaintext for criptografado duas vezes com IVs diferentes, o modo de operação produzirá dois ciphertexts diferentes.

Se houver mais plaintext a ser criptografado, usamos o ciphertext anterior (como usamos o IV anteriormente) para aplicá-lo em XOR com o próximo bloco de plaintext antes de criptificá-lo. Isso randomiza o próximo bloco de criptografia também. Lembre-se: a criptografia de algo deve ser imprevisível e tão boa quanto a aleatoriedade usada para criar nosso verdadeiro IV. A <IMAGEM> ilustra a criptografia CBC.

Para descriptografar com o modo CBC, revertamos as operações. Como o IV é necessário, ele deve ser transmitido em texto claro junto com o ciphertext. Como o IV deve ser aleatório, nenhuma informação é vazada ao se observar seu valor. Eu ilustro a descriptografia CBC na <IMAGEM>.

Parâmetros adicionais como IVs são prevalentes em criptografia. No entanto, frequentemente são mal compreendidos e são uma grande fonte de vulnerabilidades. Com o modo CBC, um IV precisa ser único (não pode se repetir) além de imprevisível (precisa ser verdadeiramente aleatório). Esses requisitos podem falhar por diversos motivos. Como os desenvolvedores frequentemente ficam confusos com IVs, algumas bibliotecas criptográficas removeram a possibilidade de especificar um IV ao criptografar com CBC, gerando-o automaticamente de forma aleatória.

**AVISO**  
Quando um IV se repete ou é previsível, a criptografia se torna determinística novamente e uma série de ataques engenhosos se tornam possíveis. Este foi o caso do famoso ataque **BEAST (Browser Exploit Against SSL/TLS)** no protocolo TLS. Note também que outros algoritmos podem ter requisitos diferentes para IVs. Por isso é sempre importante ler o manual. Detalhes perigosos estão nas letras miúdas.

Note que um modo de operação e um *padding* ainda não são suficientes para tornar um cifrador utilizável. Você está prestes a ver o porquê na próxima seção.

**4.4 Falta de autenticidade, portanto AES-CBC-HMAC**

Até agora, não abordamos uma falha fundamental: tanto o ciphertext quanto o IV, no caso do CBC, ainda podem ser modificados por um atacante. De fato, não há nenhum mecanismo de integridade para prevenir isso! Alterações no ciphertext ou no IV podem gerar mudanças inesperadas na descriptografia. Por exemplo, no AES-CBC (AES usado com o modo de operação CBC), um atacante pode inverter bits específicos do plaintext invertendo bits no IV e no ciphertext. Eu ilustro este ataque na <IMAGEM>.

Consequentemente, um cifrador ou um modo de operação não devem ser usados isoladamente. Eles carecem de algum tipo de proteção de integridade para garantir que um ciphertext e seus parâmetros associados (aqui, o IV) não possam ser modificados sem disparar algum alarme.

Para prevenir modificações no ciphertext, podemos usar os códigos de autenticação de mensagens (MACs) que vimos no capítulo 3. Para o AES-CBC, normalmente usamos o **HMAC (hash-based MAC)** em combinação com a função de hash **SHA-256** para fornecer integridade. Aplicamos o MAC após preencher o plaintext e criptografá-lo, cobrindo tanto o ciphertext quanto o IV; caso contrário, um atacante ainda poderia modificar o IV sem ser detectado.

**AVISO**  
Essa construção é chamada de **Encrypt-then-MAC**. As alternativas (como **MAC-then-Encrypt**) podem, às vezes, levar a ataques engenhosos (como o famoso **ataque oracle de padding de Vaudenay**) e, por isso, são evitadas na prática.

A tag de autenticação criada pode ser transmitida junto com o IV e o ciphertext. Normalmente, todos são concatenados juntos, como ilustra a <IMAGEM>. Além disso, é uma boa prática usar chaves diferentes para o AES-CBC e para o HMAC.

Antes da descriptografia, a tag precisa ser verificada (em tempo constante, como você viu no capítulo 3). A combinação de todos esses algoritmos é chamada de **AES-CBC-HMAC** e foi um dos modos de criptografia autenticada mais amplamente utilizados até começarmos a adotar construções modernas tudo-em-um.

**AVISO**  
O AES-CBC-HMAC não é a construção mais amigável para desenvolvedores. Frequentemente é mal implementado e possui algumas armadilhas perigosas quando não usado corretamente (por exemplo, o IV de cada criptografia deve ser imprevisível). Eu dediquei algumas páginas a este algoritmo pois ainda é amplamente usado e continua funcionando, mas recomendo não usá-lo em favor das construções mais modernas que apresento a seguir.

**4.5 Construções tudo-em-um: Criptografia autenticada**

A história da criptografia não é bonita. Não apenas foi mal compreendido que criptografia sem autenticação é perigosa, mas também a aplicação incorreta da autenticação tem sido um erro sistêmico cometido por desenvolvedores. Por essa razão, muita pesquisa surgiu buscando padronizar **construções tudo-em-um** que simplificam o uso da criptografia para os desenvolvedores. No restante desta seção, apresento esse novo conceito bem como dois padrões amplamente adotados: **AES-GCM** e **ChaCha20-Poly1305**.

**4.5.1 O que é criptografia autenticada com dados associados (AEAD)?**

A forma mais atual de criptografar dados é usar uma construção tudo-em-um chamada **Authenticated Encryption with Associated Data (AEAD)** — Criptografia Autenticada com Dados Associados. A construção é extremamente próxima do que o AES-CBC-HMAC fornece, pois também oferece confidencialidade dos seus plaintexts enquanto detecta quaisquer modificações que possam ter ocorrido nos ciphertexts. Além disso, fornece um meio de autenticar dados associados.

O argumento de **dados associados** é opcional e pode ser vazio, ou pode conter metadados relevantes para a criptografia e descriptografia do plaintext. Esses dados não serão criptografados e são ou implícitos ou transmitidos junto com o ciphertext. Além disso, o tamanho do ciphertext é maior que o do plaintext pois agora contém uma **tag de autenticação adicional** (geralmente adicionada ao final do ciphertext).

Para descriptografar o ciphertext, é necessário usar os mesmos dados associados (implícitos ou transmitidos). O resultado é ou um erro, indicando que o ciphertext foi modificado em trânsito, ou o plaintext original. Eu ilustro este novo primitivo na <IMAGEM>.
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Vamos ver como usar uma biblioteca criptográfica para criptografar e descriptografar com um primitivo de criptografia autenticada. Para isso, usaremos a linguagem JavaScript e a **Web Crypto API** (uma interface oficial suportada pela maioria dos navegadores que fornece funções criptográficas de baixo nível), como mostra o seguinte código:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvsAAAKeCAYAAAA7uNSnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAKiXSURBVHhe7P1/cFz1nef7v5D1w0KyWpItdWsS459tVQi+LBh7IZa/mTICzJqayi3bjEdhkh2YoCizMEI1tUN5Z1HJlatidmcbTaZmhMjALoQovliqoVL4xmDjO3PVDqyFmaRMkmq3jTFM4m7JltW2hCzJFt8/zjnd5xy1pJbUkuX281HVVe7P5/zq7tOt93mf9+fjW1atWvWFbLKzs1VcXKyRkRF9/vnnWrx4sbKysuyLAAAAAFhAxsbGdOXKFRUUFCgnJ0f9/f26evWqHFF8bm6uli5dqs8//1zDw8O69dZbCfQBAACABS4rK0u33nqrrly5oqGhIS1dulS5ubmJYD87O1slJSWKxWKSpLy8PPv6AAAAABa4vLw8ffHFF4rFYiopKUkE+8XFxRoYGNAtt9yi7Oxs51oAAAAAbgjZ2dm65ZZbNDAwYAT7RUVFGh0d1dWrV5WTk+NeHgAAADeIW265xd2EDDbR552Tk2PU7GdnZ+vWW2/V4OAgpTsAAAA3uC++cMy9ggw32eedl5enrIKCAl26dEmLFy929wMAAOAGMVGGFzeHiT7/rFtvvVWjo6PMugMAAHADmyzDi8w30eefNTQ0RPkOAAAAkIGyhoeHyeoDAAAAGShropQ/AAAAgBtb1kTF/AAAAMhMWVlZ+q//9b8qGAw6Hm+++aZWrFjhXjxjPfHEE7r11lvdzVq5cmXGTF6TtWjRInfbND2rHwcP6m//0N1+nfzh3+pg8Md61t0OAAAASdLGjRs1MjKiqqoqx+M73/mOnnnmGffiDn/6p3+q//f//X/jFwjPPju7qKulpUWvv/66u3nOPfPMM/qTP/kTvfbaa1q3bp0kafHixXr++ef1n//zf9aLL76of/fv/p17NUnSs88+67hI+qd/+idt2LDBvZi2bdumf/qnf9K2bdv0p3/6pzpw4IC2bdvmXmxO3fJ//B//xxc3Z3b/j/S3B78t/c9t+vP/290HAACQebKzs/Uf/sN/0Ne+9jXdcsstCoVCkqRDhw7ps88+kyT94z/+o/70T//UtaahpaVFt99+uwKBgA4ePChJ+uu//mu98cYbOn78uHvxBW358uX6m7/5G3V2dqqjo0O5ubn6/ve/r+LiYv2n//SflJ2drb/+67/Wn/3Zn7lX1bPPPqs77rhDjz32mLvLYdu2baqtrVVbW1v8/ZKkDRs26C//8i/1zjvv6B//8R8d66QbZTwAAAA3iT//8z/X+vXrdfLkyXigL0n/5b/8F5WWlkqTzNe+bds2rVixwhHoS9Jf/uVf3nCBviR99tln+s//+T/rjTfeUG5urpqbm7Vv3z698soram5uzpjZKm+58847ZzlC91n9OLheJ6q+qef1R/rbg3+mDYVm19m3VPXNs/rbg3+mZf9flb7ZbDT/0Q8O6tt6VdueXqEfBx+RVRk28OHfa9vTPzG3abUP6Pjfmdn3P/xbHXxqg4zNn9VbVd/U2R8c1LcV0oW7N2jF2bdU9dMKHfwT6dVtfy794KC+rX9WaN0j5jEZ6yQ/zufNJwAAAJnpf/7P/6k/+ZM/cTdr165dunTpkt5+++0JM/tTZbM3bNigv/qrv1JZWZkk6ZNPPokv+/rrr+u3v/2t7rrrLt16663q7e3V97//fR0/flwtLS2SpPr6erW0tOiee+6RJH3++efxC4uWlhYtWbJEy5cvV09Pz4THMBP5+fn6v/6v/0vt7e364IMPJEkPP/yw/tN/+k/6L//lv+gXv/iFe5VJ3wv7awiFQiotLVVbW5u+/OUv68EHH9Q//dM/6dFHH3W8T6+//roaGhri4wc++OAD1dfX60//9E/14IMPSpKKi4vHXWilIs1zbv5Ef77Nqvv6ex1f+vv62z/8if78/zurFV+16rn+SPeuk0JHfyLpeX0zXif2li7c/YielfRHP/h9Lf3w7812q8zmWf34qUqF/s5a/puywvPCu5fpRFVV0oC98O7fl/6nsc7ff7hUj/z4WfM4/17HBwZ0/O+SrwcAAJBprl275m6SJI2MjCg3N1eSNDY25u6WJPl8Pp0/f97dLNkC/bNnz8br/2UGvpa77rpLgUBAVVVVGhwc1B//8R/btmCor6+Pr//rX//aUd++fPlyBQKBpAH2TC1evFh//dd/7Qj08/PztX37dn3/+99PGuhbVq5cGa/Zt8YcPPvss7r99tv1/e9/X1VVVbp8+bIKCgoc6508eVLf//739bvf/U7/63/9Lz322GM6ePCgHnzwQVVVVen73/++VqxYEX/tZWVl+vDDD/Xggw9OO9BX+oN9SXt+bL7wP9OGwkItWyOp+YTOrlhvDJr9w3tVeeGf43Xyf/SDg+byj2iFlqriD6WfRC6o8O4/04/32Le7XivOJtazG/jwrXjg7zbw4avxdX7y9D8njgMAAACSGeBXVVXpL//yL/Xzn//c3S1JikQiWrZsmbtZMgPSwcFB/ehHP4q3/fM//7N+7/d+Lz5w9ciRI/Fg1d1n2bZtm9555x0Fg0Hdc889jv39+te/nlGwO5kHH3xQ//t//29HoP/f//t/149//GO999577sUdPvnkk/iFiXUB4vP5HK/z4MGDGhwcdK2ZXEtLi4LBoP7qr/5KxcXF+vKXvyxJ6u3t1aFDh9yLpyy9wf6eHyv4/zuvvzdf+FtnrY7ndeLsCq3fIz37Bxt04VdGaP5HPzioP1v6z4k7AQPm4s3fVFVVlU58NaigOdPPH/mWauBCfIMAAABIk+zsbH3xxRf6zW9+o//1v/6Xu1uSdP78eZWUlMzZbDLbtm3TU089pTfeeMOII996y71I2n3lK1/R//7f/1syA/3/8T/+h15//fUpA/2JTHQxNJWWlhYtW7ZMVVVV+vM//3P19va6F5mxtAb7f+RbKl04p59Ikp7Vets0rc//9LiWfvXHWr/0uN4ya/dXLC1MBPB/eK8qrRp60/PfrNLffyhVbv4j/eRoSLr729Oe4rNw3b36I/Pff/SD39eKsycmvAsAAACQyUZGRuTz+dzNWrVqlfbt26ef/vSn7q64f/zHf9TFixdVW1sbz8hv2LBBL774okpKSlRQUOAozfn93/99/e53v4sP3r3jjjsm7JMUz2T/27/927jl58rKlSu1du1a/cf/+B+1d+9evfrqq3r//ffdi6Xso48+0r//9/8+/v5s27ZtXBlPMsuWLYuXSN11110qLi52LzJjaQ32jTKZR8yynPWSPRH/f7+v0NIVWnryffNiwLgA0N1/Ziz/J8t0wczsJ0p7gvqzdSG9+vRPpP/7z7Xt/7mgDU9Zc5qmNpf+wIVl+rZtW38fr8//id4/KWN7P05lSwAAADe2l156Sc8//7xjjvhgMKirV69OWp9ueeyxx3T27Fn97d/+rYLBoP7mb/5GH3zwgX7yk5+ora1Nt99+e3ybMmvw7Sbrsy4m/uqv/iq+zFx766235PF49Ktf/Ur/7b/9t3iWPxX2mv133nlH27Zt0/PPP6/BwcH4+7NkyZKkZTzHjx/X7373O/3H//gf9frrr+uf//mfdeeddyoYDOr//D//z6TrzFSaZ+NZWBKz/liXFwAAAJhvr7/+uj766CM9//xCixYz3+wz+3vWUxoDAAAALEAzD/b/8G91MBhU8D8s1fGfEuoDAAAAC00ayngAAAAALEQzz+wDAABgwbjlllvcTbiJTPT5E+wDAABkgC++oFjjZjbR50+wDwAAkEEmyvAiM031eRPsAwAAZJCJMrzITFN93gT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZKhbvF7v5EN4AQAAANyQyOwDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKHSGOzXqvC5w/I+d1je595UfoW7/0YXUFckooj5CHXWje8LdcjeulAEguZxBwPuLgAAAGSwNAb7bRrYW63o3v0adHelZKvynz6swrvd7QtDIFgj/6l2+Xw++Xw+Ve5odS+yMLV0qWZtWO0+n3xVDe5eAAAAZLA0BvuZrE63lUnhDyYKlhu0xeeTr3KnFtolQN3yculUtyY6cgAAAGSueQz2jcy9UeZzWN7HauM9OY8dlve5PSoqlgoeSSxTsm2rYwuTc5bZOEtqJulr6VIkGFBdZ2iCEh1J8svrcTWZ7OslLZOp7VDIvu9IRJFIl5IsCQAAAKTVvAX7OY/tUVHffkX3Viu6t1mXSnfFg/nR1822fmnwrWpzmWpdPHjEvZkJBNQVqVH50aZ4mU0iy16njpC9r0lBVanRHpivrVGj94DRvy8sz+YaIxiPB+o18kvy7x4frLfuqJTP51PT0Vhie3F16miokqx97wtLiinYuIVMOwAAAObcPAX7tcpbHVbf623m8yMaCoaVu646LQdQ17ld/lhQLcnq6FtqVOUJ60C8r1U7A0HF1m5MZNdjQTVZ9ez13QqrXLfVSmrbqUqfTz5fu8KSwvvMCwlfisF67f1a74npxDvmvuu7FZZH3q+4F0zGdTci2V2JFPi9HsWiYXczAAAAbgLpiLWnVrFCOfKrND5bz2F5H/G7l5oxv9cj9X46cb18LKrrEu62faoeebT+QTM8b9kov8LqrncvmIw5DsD9SHFcgFVetPGDG2gwMQAAANJqfoJ9SVJYfWZ5Tvzxgz0acy82A+FoshIaG49XjkuLr3g1QQl+moUVjUmezY1GVn63X+F9Kd4VmGVm3yov6r4n2RgEAAAA3AzmJ9g/d1hX+v0qtQ3KHe+IrvZJBbdPtkxyre+cUGxtjbpa3D1W6Yxf2+MBb506HvYrdrQ9xaB7FlpqVKWgmmyZ+S0pZfU168y+JRyNyeNN310UAAAA3DjSF+zf3WqW6OxSgQpV9B37f651REM/MAblxst4ksy2M/r6fg2uTizj7p9Q205VNgZVHh9Aa8+AN2iLr109VnY90qiq3vY0lbbUqSNk7K9xs0daW2Pswxr8W99uDAZ2ZeeTXpQAAAAAaXaL1+v9wt2INGnpUuThqJrs2fiWLkV2S+2pDvKdpbrOkDHTEP+hFgAAwE0nfZl9jFO3vNzdpMA9/nkdMNz6WY9UdltKdf4AAADILGT251SdOkKNqrKPBo4FnZn+eRAIRlSzVtKpdjL8AAAANxGCfQAAACBDUcYDAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7M9W9QOKvvCorlS6OzLbWM2jir7wgEbdHQAAAFgwbvF6vV+4GzEN1Q8our1Enhff0OKQu7NYV5oeVayof1z/aP2T6lthX1bK635Dxe39xpPKu9T/3Y0ajveO38ZkxmoeVe/GYvPZ+HWd/WdU+swh5cSPK/HcOg7Zjy2+/sXEcgAAAFhwyOynxUUtShaEV67SFXWrtFu6ssEKrBPyut+Q95mX4o9EML1Kg9/dqJwDiT7vM6kH+qP1T5qBuLXuO9LDd2lswv5TGqlfJalY10r6lXepRNfMOxVjG/zSpUSQ73DpvBa52wAAALBgXP9gP3er3i9aqYfyd+j9isf1fsXjOpTvsS3gUaDUaH+/4nG9X3qnHjJ7HsrfoUP5d+rVisf1fsVWPZW71VimaGVidaut4nG9X7FDgSSvOBCMKBLpUsDdkYrDh+SdILs9tsGv4Yv9yjkelipXxYPtKVWv1YDOKPewuyMFlXdpcEW/PC/aj6lfi1v+1fiwk/afUUHLmfizxaGL5sVJsUbKwyoIScPlJfF+Scpqf0PeRnObAAAAWJAWRqxWsFVNOcd177lXdO+FT7SkeIOeMrseyt8g9b9i9J3r1M+1QX9huxhYUrxWF6Kd+vnwSn2z8IIao8d1uWC1sX7WnTq0tEQ/j5rrX7ior3m3xrc9t4o1Ulmswo/OSKF+5RT5NZJqXf/hUyrUKvXNoCZ+bINfw5fCyp3gLsBU/ZKk46eUU7lKY5WrdK3nDNl7AACAG9TCCPaHj6vx0ifGv0c+VkglWmUe2dtDR9QQT4nH9PZQTEtybFnmwePx/tDAL/V2okcP5a2V+g8n1h85rp8Pr9Q9ubaFJDVU+eTzbVGDs3l2KlfpSpGVnT+j3LPF40p5hjc+qugLT8Yfg9VWzxkVPPOSSs+uUt+4vmmovEv91vabEmU8EyvRtSIZx3vRr6GHl2nR8QlKeAAAALDgLYxgfzJZd+pQvAzncTUV20t8Jrcux6MlxYnyoPcrduhree6l5sbYBr+Gz56Kl8rkfHRGw65SHnfNfoGrbCenxew7cEYD259Uf03iYmG0PnGREH3B2RcX+lcVm+tPV85HFzVQcl65ISmr56K7GwAAADeABR7sr9Sr3g1Sf6dZxvOKGvtj7oUmddm2rvX49oh7qXQzSni04oFEQL59lTSdUh67w4dUetZZNx+/EHAN7s3quTjpfqbqjw82PnzIWZNfUpzCnQEAAAAsJAs82Df87poZ4Gfdqb+YRmb/7658oiXF1UkH5drNaoBuUiW6VtQvz4vO2XQ8l8aX8qRmlUZWSHmpZNgPd8tzqVixmgnKdpL2r9Jg/SrHYrNS26FQJKJIqEN17j4AAADMmynC4OvtE7X3x1S51CzD8S7Vielk9keOmINybbP5VMzDAN3qtRoYNwi2X7mhfkcpj7tm3yrFMf7DKnuZzgMadc1zP7F+LW58SaUXN6rXflfB0f+GPLL1v7BWuS1npMriaQ8ITqrtXZ2ISfJ45Xf3AQAAYN7wn2phTgSCEdWUBdVUuVOt7k4AAADMiwWe2ccNp6VLkQiBPgAAwEJAZh8AAADIUGT2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQy2AYH+lXq14XO9XPK73K3YosACOyOBRoPRxvZrrbgcAAABuDAsgtP5E3z73iu49d0Qhd9d8yN2q90vv1EPu9nlhXugk23/uVvMCKPlF0EP5O2z9j+tQvse5AAAAAG56CyDYv0nlbtX7Fat1oT/m7jEuApZKPz73iu4994oa+6WvebfqKas7d6ua8k+p0ey/N3pcKq4ed0EAAACAm9sNEB4a5TTxLHbRSlvfSr1asVVPZd2pQ1a/K0vuzoDHt2Gts3SllLdBTfF+W1AtucqM3H1SXWdIkUhIHbWujkmt1KuFF9R47ojedndJ5t2OI/o789nbw6d0WSVaZX5aDy0qka7GEuuOxfQ7698AAACAacEH+08V7dDXrh4xMtjnOvXz7K2ukpWV+qZ3qX5qlQLlbVCNVWefdaf+olj6edTIgP94UNLwcTVe+kQa+6UeOPeK7r3widFmZcltQbYkVS7doAtRc9/DK/UHaSmX+UTf7vvlBIH+1N4ePqXLBYn34amiraocPqW3x9xLAgAA4Ga2wIP9lbqn4BP9+NIn5vOYGgY+0ZL8lbbsfUw/j1oB+if6YFD6vUVGEPxQ3lotsQXBf3flEylvqdbF151a6EKnGsYkKaa3h2JaklPi6G/dUSmfr1I72xzNaeRRoHiDlgweN49D5oVKp06Ydy2+qSO6dxYXDwAAAMhMCzvYz/Lo97RS37SX4Cy1l/FM7u1rF6W8tXrIfJVPLV4pDX7syNwvdE8V7dDXZN6NsGTdqUMVO7R0IHG3I1mJEQAAAG5uCzvYlyR9Eh+oGn+kmsW+ekGX5dHXvMaFwjcddwkWvqeKzGN2vd6nCjdoyeARfXtExt2OvnSWGAEAACBTLOxgf+wTnRheqW86BuWm7qnCDVJ/p+1CwVmPL5kXBLbs/3TNbIDu1OKBfrJjlqRsT6KUKWul1udJv7uWbGYfAAAA3Kxu8Xq9X7gb51Xu1iSlOTH9PGrVynsUKN2hr+Ulei/3d+qBoZg5U84GXYgvawTJfzBq9mfdqUPeDVqSWNW8U+AMoB/K36GmYisrbvUb+1068IqZQTeXyzmue213B+o6Q2rcLAUbp1O3P/41Sebg4b5f6u2kxy1p8Ii57/Hrhy4kjhMAAADQggj255Aj8Le1fVNW0AwAAABkrhkWr9wIPFqV7W5bqXsKpMujF90dAAAAQMbJ6Mx+sjKeRAkQAAAAkNkyO9gHAAAAbmIZXMYDAAAA3NwI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAyVlmC/rjOkSCSiSKhDde5OAAAAANfFLV6v9wt340wFghFtjzapckeruwsAAADAPEtLZt/S8EFYHq/f3QwAAADgOkhrsD+p2g6FIhGFOin0AQAAAObD/AX7AAAAAOZVWmv2VduhUJNXB3xb1ODuAwAAADCv0pvZb9upysaotkciigQD7l4AAAAA8yi9wX5LlyINUovPJ18VuX0AAADgekpvsC9JvZ8q6cSb5gBdMv4AAADA/Eh/sD+Rtk/VI0lrN4pwHwAAAJh78xfsK6xoTNKpbgbvAgAAAPMgrcF+4B6/YtGwu1l1nSFFIo2q6m2nlh8AAACYJ2mZerOuM6TGzR5JYbUz7SYAAACwIKQl2AcAAACw8KS1jAcAAADAwkGwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZKi0BPtZ296U97nDxuOxWnf3HAqoKxJRV4u7HXOqpUuRSMR8hNQx7iNfpcEXnlR/TbG7I7NVP6DoC4/qSqW7Iw1S3Xb1A4o23aUxd/sNaqzmUUVfeECj7o7aDoUmPQcBAIDSFeyPHfyGonur1XtswN2VmopmlTzXqhx3+/XU0qVIpEuBqdpuVrGgmnw++XyV2tnm7sxExbrS9KQGq93tmLHKu9SfLJBPRdtOVfp88vnaFXb3AQCAuLQE+0AyOT397qabwEUtCrnb0mUut72AXTqvRe42AACQklu8Xu8X7saZytr2psqW/UzR192p3loVPrdLBeazkWPNunjwyLj2hAFd+uE3NHTO3e4WUFekRtrn05Z689Z+U5U8saCaKneqVWY2frffXD6mYKOViXat696euhTZLbX7tqjB6m5xtTm2LcWONqlyR2v8eV1nSI2bPVavbd+K7yuxtnsZZ//k25bCjtcxx1q6FHk4mniPp6P6AUW3rzKf9Mvz4htabAawYzWP6pLeUUH5o+pbYbQVHnhJBYfja7vWl/K631Bxe7+ZeX9U17peUu4dT5rrW9tfpcEXHpAc27K3FetK04NSe7euffcBGfenzqj0mUPKkTRab23PKbHv62us5lH1brSVTF3qVlnjv5pX8sb7Eisy+84ekrflTGLZJOvH3/PqBxTdcl5l7dKl727UsGzrVz+g6HbF3yPJ+mystlUafGGtcl88r0Fr3fhxGe/9+PuAzvMhNQF1RbYr6vhuGYzviFzfOwAAbi7zkNnfqvyndynnWLOie6sV3btfo5v2qPBuSWrTwN5qRX94TCMKq29vtblMKoG+ixno9+zzyWcFobUdCu0uV7DRJ5/PJ9++HlU1WWU4Deo+JfnvsRXltGyUX2F1pxQ0B9Rl37bP5wjGVduhGrXE+5qOSlUNHaqz1g7WyH+q3ehvDComKbzPCkrq1BGqUfnRJnP9dvVsbkyMTajtUP3mHrWb2/b55jHQn43Ku9S/vUSeF1+S95mX5D1wUbHvOss4hjc+qsGeN+R95iWVdfdrYIut/rz6AUXt6z/z0rhge2D7k/H1S88WK/bwKklnlHtWGrgjcZGg6rUa0BnlxoP/YsW+u1GLzG2Xnl2lvnpj+ZyWl+R95g15LhmB8ET7vi6qH1DvxosqNY/Je8AZyI/WP6rYxUPmMb8hT8kDjrEURqBvW/8Z18VV0Ub1fneZCp55Sd4Xu5W3YqMxbuDwKRVqlUZsZU2jd6ySzp6yleOtUp+17jNvyKONulRTLOlMYns6Y9v3dAN9AAAwlbkP9iuqtVjHFDt4xGxo0+fHBlRwexpH1C1PBPr2oLfuwfXS0ZZEVq++XcGYXxvNoLnhR0HF1m6M1+AH7vErdrQ9kcmfkkfrH7TCd5e2ndpiC/5b3zmhmMdrZuoD2rhWCn9g7qntXZ2ISeXLzW3V3q/1Cqolvn6D2o/GnBcmSryOaXEMbLQ9gnM/EmFsg1/qficR0B3ulueSM2DU2UPxIDrreFh5Rct0TTIy1FtWKc++fjK29XM+OiOVFGtMUs7PupW3Ym38wmL0jlXK6+52jBMpPJAINu3rLlzGe1J4wJZdd1ilkRVnVBrP5PdrcdcZDVeuMl/XKg1tLJ5kfZnZdrM/dEaLLxXr2nJJOqP87n7bBdQqjazol+dn9osN27rqV26oX8PlJbb+udW6o/ImGlMCAEBy8xDslyi3eJPKrNl6njussk2F7qVmxb+5Sp4kGXm/1yPP5kZbUNuoqkTlixlkW0FzQBvXhnXAnp2fVIO2NAal+PbdA3fr1BGyBdNNVbIV3Sgas91VqL1f6z0xnXjH3PdXvPJ4qtRoC8btJTtq26nKfWH5d5v9ocQdgynFBza6HlWpX+LM1LXyYg1vfFTRF540H7bykimV6FrR1OMACj+yBZuHD8lrlbOEzmhx/MLCCIILpsrMxy80blCVxRrVKvXF3+8nHSVQRn+/Fn1mX8nlUli58Yurfi1uTGT+s46HExdQ1Ws1cLZ78gsx6Qa4gAIAILPMfbAvSf3H1Bsv0TEf4+r6Zy68z6f2U37VJAl6Y/FSmGQlL6169yMzY96yUf5T3Yms/m+iisW3YhOLJmb/sAXOTUfLVWML+APBRlXJmrEmUapjaNWnvZLW1sQvBBx3IGSf7WaCgLx+S7y9vbdKjUlee1LXMbMvs87dKhdJWjYyoYtadMndNh1GZnngjlVmYGovN5lARgwMtZfJmI/4BVD/1O/BZGwXUKN3rHJeaE3kYv88/egAAADNS7D/4S80WLxJnm1b3T0J585qVH7l3e3uSF1DVZOCqlKjLWht+CAsz+b6Sefgbt1xQOG12xV6uFzBH9mC6bZP1eMolalTx8N+xT56N+mg1NbPetxNUu+n5rJ16miwZfZrO7R9bdhRc++o96/vVthTpfrOlMJ3haNJL0uSu46Z/ZyPzmh444NTzxWflBmsb5/hVI2Sstq7Vbhio/q3lLjKTdxWaXD7KuWFzti+IP1adNFV9z8t1p2edM4J7zqmyrvUb8/cm8G4NfZgvDPKPVusWM1M5+U3yoIGtjyqwZJu5U920VZ5ly5tLHZeEIT6leOq+0+nus6QIvw/HACAm1waZuPZqvyn96jI/f8nfbzflr0fP+vO4FvVGvjQ1nB3q7yPWHPPzHA2nvgMNuEJZ8yRvc8UCEZUU2abwcdize5jPT/VngiKx23XNduOa93w0aDKN3t1wNx3IBhRzVrb6uNm3Bk/W4814457Jp5kr2lOpW02HjlmvRmreVS95d2J2WIq71L/d5epwDbji3vmmGSz8Ux2p2C0/kn1ldhnq9H4GWsmnGnHOYtM8mUmZn1u6Z05yX5MZ1T64nkN1khFE83Gk+S43bMNjZuNx/FeuRn7Hx33XoyfcWfczEpynw/pnY0n/h21f28BALjJpCHYv/EFghFtjzqntpxTtR0KNSUC/0Tbep1IFrQsNLMJ9q+z0Xpjth5nYJrahcKstXQpsrs8w6aCXKXBFzZq0bggfaL2dJsk2LfN0JW+iysAAG4sEyfsbhYtXaqZ1sDcNPiK1zZY11D34Hp51KNP3QEL0qf6AfWlMjA37QLqikQyMNCXRusfSG1g7rwyS6YI9AEAuIkz+/EyHPd/djU/xpfxzHMpzmxM+B+VLVDxUpGJykTmKbOfQeKlP47/wMtujjP7jjK5G+AcBADgOrl5g30AAAAgw41PyAEAAADICAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhkpLsJ+17U15nztsPB6rdXfPoYC6IhF1tbjbIdWq8LnD8j7dnJ4PGRNr6VIk1KE6d3uKAsGIIhHjEeqc6VZwPdR1hhQJBtzNc6xOHaHEOePcv/GbOJvzcVbubk38LXjuTeVXuBdIoqJZJfF1WpXj7r9u+PuSXEBdkS7N91kPYObSEgeOHfyGonur1XtswN2VmopmlSyoH/lMt1X5Tx9W4d3u9oUvELxBA+JJLggaqnzy+XxqP+XuucnlLFPY49ET7vYpPLH4S871cpYpXLZOB9P9A9PSpcbNPWqvanD3zKm6znpVKagmn3He+OZ5/xOrVeEjfg2+Va3o3mpF935DQ+fcyyRxbo8u7q1W9IfHNOLuy1QtXYq4A+ZkbQtSg9qPlqtmgt8zAAtPWoJ9LERtGthbregP9mjM3QXcNPJ1sLhUp/tPatuou282Aura7Vd43xbNd6jt93oU++hdtbo7JEkN2uLzyVe5c4L+OVSxQjkKa/hDdwcyTeuOSrX3Vqn+Rky8ADeheQr2zZIS81Gybauz/TublCu/Sqd7+9ettkMh9y3slq7E7e5ISB3xKqNkt2iTtc0VI7sev+UdL7eZKOteq0L7++K4Xe5cfrKyqpzHDsv73B4VFUsFjyT7TFJhlgpYD9v7bWXe6zpD8X7j/TRKD5xZeWdbXWdIoc46R1mL9VlY26tZK3k2NyYvYbA+/2R9U3KVRjgybAF1Oc6d5HcY/LbXHO+zjmm3X/JUqTHp9qcw4TmcinwdLFunsOPxJb0W/+Y7+48vzo6v+cTiL+n44mw1Fyb6ndnxbL3msW23MH9c38Ec2da37zeRcR+37SyPjpetU7i4VMr16tn4MsvUHF954uO2ay5crrLLH48L9J9Y/CXbvm3bzVnm2k/ytrrO7fKfateWeltj3MTfj6n7uhSwn8fjsqd1uq3M0RBn/84lPffd34/pnodTqShRrrvNMsnv1dRcv5Xj7gJP9Pclzeb774tj2+N/bxyf97jfBdd5Nm4ZZ79721PtW5IafhSUNtckP3/M9yrZegDm3zwE+1uV//Qu5RxrNm/t7tfopj3mj72Zff7hMY0orL6907z9a1fboVBTlXr22bJatR0K7S5XsNG83b2vR1VN1h+3BnWfkvz32H6qWjbKr7C6k/4BT6+sbbuk/dbrbdYlbZJn21ZJR3S1T8opn+wPVq0Kb/+FuW61om+FVfBI4g/gZGVVo6+b++uX7XZ7tS4ePOJedAIBdUVqVH60yXhPk2QRPZsb1eg9IJ/Pp6ajMfkf7lCdWvXuRzF57rg/8Yey9n6t98R04p3E2p7NjdoeNbe9Lyz/buPzat1RGS91idn3HS9hCKjL+vx9Pvl87QqvrUn5j01dZ72qetsT2/VNM2PrqVKN+Zp9jUFpc73xh7VtpyrN16KYrfQi1e1Peg5PrblwudYMfSZ/70n5L0R1SdLp/t/qW2MyA3IjGPb3npS/9zP1LlntCOiLlqzWQ1eN/ucvD2rNrYnymObC1brvmrnt3o/13qLl44LuNcXr4uvvHyrQfbdaFwT5Opg3aK57Uv7+Pq0pNgPqsZg2mG0aiep5a5ne89ojpXTckhGk79Jn2nDl6rj2Z5cMa7+53ecv52mXVfYzOqjTKtXdtm0155VKQ4PmviWpTvff4VH4g2Sf4GTfjzp1hOx9TQqqSo2OwNyvmiavDljnsKdKNS3WdiOKRBpV5bFf8CYCOOs70nQ0ZtuepU4dDVWSte99YUkxBRtTPA8nEU8uPOKX7EmbeKJh8t+rqWRte1pFffsT6++tU+LabbK/L2k0739fAuqyb9vnU+UO269sbYdq1BLvazoqVTXYky418p8yf88ag4pJCu+r1M42JTkP29WzudF2ETLFvi1t7+pEzK+NqV68ALhu5j7Yr6jWYh1TLB5MtunzYwMquH1a6cnJLU/8ENszbXUPrpeOtpg/cJLq2xW0/Tg1/Cio2NqN8cApcI9fsaPtKf3xc2ZVEo9UszZjB+tsFzRHNHxyQLnL/JKka+etIN2W5a9YoRyd09VzMi6SXrdelKQPf6FBVSh7JndDpqmuc7v8saBakv34W2JBNZlBeOs7JxTzeOWX1LrjgMKe9brf/OjrHlwvz6kDic9Hkk61J/6w1HcrrHLdlsKpYh1Xe/zzb9CWfWHnxcVUbOfCtNles/FH0KP1D6a85wlNdQ5PLl9350unh4eMp2OD+tWIVLbIDMizCvRVRfUP8WB4SPsvD2pNni1DP5QIll8eGdCl3Bytkcxt92n/gLltXdW3Pu9TUV6Bs8betv6e4T5pUa7ZP6Rt8XWtIDtPX07lFymV48716tli2Y4voTmvVKf7rQsH6eUrfTqdW6ivZynJtvJ1d/6g3vvcvh2/vJ6Yor+xNZkm/X601KjKE9aBeF+rdgacv0HOANwIGMuX1yXKc3xNCsbsF7xWADcF94V1fbfC8sj7FfeC02clF6JvhSV70ib+G5WG36vV/y75xUGG/n0xTPIb0rZTW2znmP13Vgpo41olLkbb3tWJmHUemeeC7Odog9qPxpwXJpPtO65Vn/batmtnJjmSXiQAmHep/GmdnYoS5RZvUpntNmvZpkL3UrPi31wlT5KMid/rcZZ8mFmxOEdmIqCNa+1/iCdnZdHcj+S39ZNwzEDhfE/Ges4ZgX9FtRb1hSUry99/UdfMZYxyHOuxSwXxteeW3+uRej+dtB7YUU/ctlOV8Sx2g7pPWX9E6nT/HVLwR1P96ZtGQDLFcU2mdUel2k/5VTPJbevUGX8E02HKc3hSo+oZUSJwzSrQV3MH9asRM0helKMiR5nMOj27JMUzKStXZSrVLtu64eJS91KJCw1JGj0vfyyml82n9vKgcNly8yIiBakc90hU+y/naZejtEiSsvXlRcYdh4n2/fLIgC7lFxh3GXIKtGaoz7wTYqq9TeW2p3ZTfj9iUYXdbfOh7VP12AO4aWWZZ282v1djB7+hvo8TdwwcZToZ+vdFatCWxqAU3777bp6r7LCpSoldhxWN2e4quC/0vuKVx1FSGFHjZvuBT7XvhHA0Jo/XuMQAsHDNfbAvSf3H1Bu/BevO+sxeeJ/PCNTG1be6Sj7GBeRGaYn/noDxx+9Ud8pZl9ll9mtV+J1NUvzWs6vk5txFjZSuUM6dt0u/3q9ry6qVVVGi3L6zGjNvm5eutpc97degffNzKBxNViKQuoYPzGx77f1arxN6d8rTIHkGNamy2xyff93yiUKy5KxZcazb2jMP+I266p7PUv3DPrnJz+HJXNW/XZOUv9wIapd6pctRZ+DqKJMxH0my4cn1xUth4g9bMD+ZJxZ/Sbvy7et/ptPuhSaTwnGfvhJNWlokSaf7Xev2WqVN1h0Qo5SnOa/UecEiK3BObsrvRzz7avqK1xakzSUjAIwHp/M4uDgdv1dG+WGiTMcR8N+If19+E1XSM8V+MWiVAPp8ajparhpb0B0INjpnZDJLdQxmsmFtTfxCwHEHQuadSNdxO2Z1mmTfdn6vR7Hodbl8BTANcx/sf/gLDRZb9egTOHdWo/IrbxZ1lg1V4+tfGz4Iy2PVTk+gdccBhdduV+jh8hSyzAmzzuxLGu0xbz1XNMuTJBuVveychj88oqu6XbfeXqGR87YfVUeWf3qZMmtcwExudbe+c0KxtTUpXtQkUd+uoKpU37BePT+bfMaQQLBG/pjzgiAcddX9m4zb2FZ9syQFVLPZo7BjH1Y2zD2Yzc0IjJwSdxjqOkOqWevutzHLNRyZwN9EFbOVMKUqlXN4wteV5dFDjoD6pLN+fXRQp3O9+l6SYHhKZkA8PnM+DSOj8QC/uTBJZv/aqC7Fy2tsUj7uq/pWzF3Pf1X/MjyYGB+QlFGStObWL+mhRVHtHzeLT1jRWPI7TpN+P+q7FZZf2+MXkXXqeHi6pR0z1FLjDA4n+K2yBscnPf7ZmNXvlV1Y1/ptT1P5+5KG15X2vy9tn6pH9nI881yYYJal1s+SXF7G7yAZ4zHiF421Hdq+Nqx222ftKKep71bYk/pMOkn3LU2e1LAGMycbKA5g3rn/jM5AYqaEsk2F0updrsFZbRowszGJ27ju2RjaNPBW2DY7zExm42nVzkpjUGb8tmP9FnPQlD377s5QGKUlnpSyzOli1pVar/c7JbriyOyf1WjxJhXpFxqVNPrrcypYXRi/OBg7+DMN2m5dF54/ZsuUTfV5GEZf369Bq899a3wybTtV2RhU+W7be5ok4zUxc6Cup2fcbXHJlo2KRFRTFlSTa/Bv644W44+utW/rj8m44zIGoCULaMZzz8TTqKpe29gBs/7fb2670Xtg/Jz49tviu6V29wDctp1qOSrbuWidh4lZMewzDcXvKqR0Dk9gLKa3h1ylNo6Za4a0zRzcau8fN9A1qav6VswYlJt825Mz6uQTpTgPXY2Oz+yPxfQPl6X7llrbtwL06Rz3kLb192lNceLYXr7yW2NQrv19cc/nPzqo07kF0vBgkjsVZsb24STn/bjz0P79aNAW865R8vNsNhLncONmT+J7ZH0/zItse+lGJEnw2/CBkVBIWoc9Q5P/XtkG+DpmZbMG8Lpn4tmjor79tgkFUvn7ko7Xle6/L0apTOI8cZ0LrtlwIrvLHYOpjfEA1m9lo7wf2TL7bTt1wFaSaD0Sdyrd56HrXJhi33G192u9O6lhse5+zWYcFIC0ucXr9X7hbrzZBIIRbY82pemPLqZS1xkyZutx/WdAE7VjhrI8Or40R2/HZ7Gx2gr1qwu2shUkka+DZaXqmfB9MmbdkWvQ5oLV0qXIw1HnxXNL1/gLU9usMzfE60rVdXxd8/73pbZDoSavDoz7XNfrRGOKA7pTMPnrqlNHyLiA4fccuP7SkNm/wbV0qWZaA6cwK7Udqt+cysBczNqiHBW5mp7ILVSRhvVvSQNYWIwpS10Dcx2suz3uTO7ClGz8SuAev61G3LwzcJ0C4rlznV/X9fj7kmQcSN2D6+VRjz5NU6Bf1xlSTVnyWaeM8WwE+sBCcvNm9lu6jP/oSDEF05jtwATMzJrHHPCW7I8umf30ay5cp12Osvo+7bdn+uEQf79Gono+hcHGN845a2Za7VFgbHyZHNLkOv99CQSNssCE8PjSwhkLqCuyUd1p2x6AuXbzBvsAAABAhqOMBwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGSkuwn7XtTXmfO2w8Hqt1d8+92g6FIhFFggF3DyaS5dHxsnUKF+a7e9DSpUioQ3Xu9lkIBCPqanG3AgAAzK20BPtjB7+h6N5q9R4bcHelpqJZJc+1KsfdjunLWaZw2TI1T9U2GznLFPZ49IS7XbaLCOuRZLnmQqPv4EL8wGs7FNpdrmBgp1rdfVl36lDF43q/aKW7R08VPa73K8xH6Z16yNXf8KOgyneH1HEdroUBAMDNKy3B/nXXtlOVPp98VQ3uHkxkLKYNvSflHxhy98xCvg4uLdSvLpyUv/ek/L0f6z159b3F2Y5l7s7v0/7+Pq3JW2h3FerU0VAlHW3RzjZnz0P5O/R+sXRi0NkuScrdqm/qiO4994ruPdepn2uDmtwXBG07VbmvR1UN6b1jAAAAMJl5CvZrVWiV+Tx3WCXbtjrbv7NJufKrNL7Mm8qvcG1iAoFgRJGI8Qh12sOoOnWEUmmbG1nb3lTJtq3KeSzxugvvti+xVflPJ/oS5U9Gu3NZme9V6u/LZKzMerhsnY47AnEza1+YrycWf2n8MlbWvrhUyvXq2XgG37xrkJWrMg3r38asjV3Vv11LbFqSlFOgNSOjOj06qNP5BePvQHg8esJ+d8BWZtRcaByL/dicdwfyddB+VyG+rtGebFlHW0uNqhRUyw5XTj/rTv1FznHd2/dLnXH2GEaO6N5Ln5hPYnp7KCZle8Zl91XfrqCqVJOsnMcsRZuPcxMAANw85iHY36r8p3cp51izonurFd27X6Ob9pjBbJsG9lYr+sNjGlFYfXurzWW+oaFz7u0k11Dlk8/nU/spd0+r3v0oJs8d99syqX55PTGdeGdcgcacyN20R4Xnjdfde2xABVXN8Tc857E9Kurbb77eZl0q3WVeBB3R1T4pp9y6IEq/PQNG5n3/REn9/OV6NrvPyM7396loSbERlFt3A/r7pJGonu+1MvjntUeSxgb1q5FS7bJKd3KWaVf+oH41cjW+6ea8Ul0aHtTLGlXPSKnudpfy5Hr17NIcvd17Uv4LUV3KL9VrtrO0aMnq+LE9f3lQa25NlAk1Fxbow/gxfabT+cvNYH5IHw7JeSchp0Br1KcPRxNNgXv8in307vjynbFf6oF4MD8bxjnpv4exJQAAYH7MfbBfUa3FOqbYwSNmQ5s+Pzaggtvnvni5dccBhT3rdb+1q5aN8p86MK5EI7mAusw7Bo7HdAZufrxfF83XPfbLX2ukuESLJEm1ylsdVt/r1oEc0VAwrNx11cqSdO28NfbBluWvWKEcndPVFC+CZmUkquet8p7RQZ1Wnr6c0plyVd+KndTzw4VG1r9Y2t/7W30rnunP193x4P+q/mV4MEkpz6Deu2C/eChQufGmGWzH9vLIgC7l5miN2bVnwFxPigf4ZYuMuxJ7Po/qku1OQnNeqS5d7rctX6fbyqSez8aF+tOTdaf+otij0MAv9ba7T1LrZz1S2W3jzyGzFK3SfVcBAABgFlIK4WalokS5xZtUZivjKdtU6F5qjjSo+5RH6x80QqvAPX6FP0i1rr9BW3zGXQPHozLJwM3pqlihHEfZ0mF5H/HHu8d6zil3mV+qqNaivrBkZfn7L8pdFbOwZOs1zzpb5j1Pu+ylMjkFWjMyoH8xg/+XRwYcAbgkydZvXTxss2XfjbsCprGYNlh3FWQNRE6U8eyyX0eYdx2MOwnGuIG3ryTuOBh3fWxPZ2SlXvVukPo79e0Rd5/pN1HFPF4lPm0AAIC5M/fBviT1H1NvvETHfMSz2nOr4YOwWcoT0Ma1YXXXu5eYSBoy+5Oyly2Zjx/s0ZgknbuokdIVyrnzdunX+3VtWbWyKkqU23fW6J/MtVFdcrdJ0sioTrvb0i2nWPfl9mm/lXm/8ltHqU1znqvWf6lXRUpSyjMTWR4dLy7V6X6rjMddpmS7k5BToDVDg7asviSFFY05GqZppV6t2KrKwSN6YGiSDX3FK08sqrC7HQAAYA7MfbD/4S80WLxJnvig3CTOndWo/MobNyg1Deq7FfZ45W/ZqPKj7Uo1rz+nmf1zh3Wl36/SKf5Pguxl5zT84RFd1e269fYKjZxPIUQcG1GvI4DO1mu3WnXyaXJtVJdyC/X1pGePveQnW1/PK5CujehlZevLi+QIxq2AfHwpz0wNqse69ZGzzJnZl/TylT6dzi/V8Vvz9N7n7gELrfq0VypfPpNLuUSgnxiom1zd8nKp99Px5xD/VwQAAJgDScO16UnMKlO2qVBavcs1u0ybBsxBufGSlXEz07Rp4K2wCh6Z7mw8iex7zVrJs7kxyaw8DWo/Wq6a3eXzNjB3akc09ANjUK79PYnPUnTurEaLN6lIv9CopNFfn1PB6kKN9ljjHiYzpG0XoiortspZVuu+a59pQ7xkJTFjza58Y8Br0ll5JjMW0z9clu5b6pqNZ/S8nne0G/v2DwxJWQX6aq5zQKwk7Rnuk9ylPDMxFtPbQwWJfd86qvfc8byG9OFQgYpkLxVKaPggLM/mGo0Pt1fqVXMO/W8WSCrYasynb06v+VD+BlXK1m4+Xs11b6dO99/hSV5K1vapeiRp7cYk+wcAAJiZW7xe7xfuRiBTNReu00NXP7Zd/NjVqSPUqPUfNc3NQNmWLkUejqop6d0hY99Vve38fxEAACBt0pDZB24QOcu0a9zAXLtW7QwEpc316f+fbif5n3nrOkOKRAj0AQBA+pHZR+bLWWb8R2Aa1HsX7FOBTmDSDPzMBIIRbfzApy0pDxAHAACYPYJ9AAAAIENRxgMAAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQ90gwX6tCp87LO/TzTfKASMdcpYp7PHoCXf7ddBcuE7hMuNxfHG2u3ue1KkjFFFXi7tdCgQjikRC6qh190yhtkOhUIfq3O0AACAjZEDsvFX5Tx9W4d3u9oUvEIwo1LkAw6wsj46XLVOzu13SE4u/FA96jUfy5RaSJxZ/KflFwzQuJvYMnJS/96T2D7l75k8g2Kiq3nZtqXf3zELbTh3orVJjMODuAQAAGeAGCfbbNLC3WtEf7NGYuwvzb+gz+Xut4LdUu1IMmK+Xl0cGdCm3UF93ne3NeaW6NDyol53NC1NLl2rWhtVe1eDukSQ1VPnk81VqZ5u7Z2oNVU0KltUkvWMAAABubGkK9o3suvc58xEvt5ko616rwufeVH6F+fTu1sS6zzmXz9r2ZqLvMWeNQs5jh+V9bo+KiqWCRxLrl2zb6lhucgF1RSKKWA9bSYOVea/rDMX7jYDIKKdwZuWdbXWdIYU668zyCvu6Rl8kElHNWsmzuTGxb3t2tbZDIftxTSvzmq+Djuz7OoXLvqTX4p+2sz9RlmK2L/WqSKXalXRdp9NXB10trn0X5ie6cpYpXJjvuDvgLolx3DkoLnX0jdu27SLjicVf0vHFHrN/mZpzliX2PzaoX40U6Ku59n3l6+78Qf1q5Kr5PFuveZJve0rj7hDk66DrPXPeEXHfDZn4dRnq1PGwX+F9WzQu1HecJ11ynCUtXam1qVU7fxaW/+Hk5TzGOexeBwAA3AgmCOGmJ2vbLml/taJ7qxXd26xL2iTPtq2Sjuhqn5RTPlnwXavC239hrlut6FthFTzSqhyzd+zgNxTdW63eYwOu9aTR18399UuDb1n7r9bFg0fci04goK5IjcqPNsnn8xmPyp1qtS3h2dyoRu8B+Xw+NR2NmQFRq979KCbPHfcngqPa+7XeE9OJdxJrezY3anvU3Pa+sPy7jYCpdUelfD6f2k9JMfu+41nbgLqaqtSzz2z3tSu8tiblkp/mwuVaY2XfL0R1SdLp/t/qW2Myg9rlKrv8sZmd/0y9S1brYI4kDWlbfJ0+7Tez9/5ea123bH09r0C6NhLPjjcXFujD+Hqf6XT+cnPbpvzleja7z+jv71PRkuJE4JuzTM8uGU7st7/PtqL7uD/We/LqWdvFRNGSQvVc+FjvjZRq162jev5CVJfyC9Ssq/qX4UEV5RUkguicAq0ZGdC/mK/ricXF0mXruI1tfy9dtfmu1/X85TzH3ZDmQvvrOil/LOa821B7v9Z7wupOVr7TtlOVPp98jUHF3H313QrLr422jH3d8nLpVPf4i4b6boU963X/dGv+AQDAgpaWYH/sYJ2GzlnPjmj45IByl/klSdfOW0G6LctfsUI5Oqer52SU6Lxuqz348BcaVIWyraz/HKrr3C5/LKiWHfbw3iUWVJMZhLe+c0Ixj1d+Sa07DjiCo7oH18tz6oCzjOJUuyqtbdd3K6xy3ZZCMGUdV3s8uGvQln1h58XFhPJ1d750etgsLh8b1K9GpLJFZuCaVaCvKqp/uGJltIe0//Kg1uTZMvBTyV9uZqFX66vDH8s/kChk3zNwXnviz4b04ZBt35I0EtXz1vKjgzqtPH05S0Ywf2upTvfb17fJKdZ9uX16O37cV/Wty1Ywbxrqi1+UnP7cGTC7S3ncJTwvXzlvu6AxLw6y7VcpM9ec53xdL1/p02lXWZHjQsTtK155YlGF3e1TalD70Zj891g5+Trdf4cU/NG4UF9SWNGYR96vuNutEqEkdxUAAMCCl5ZgXxXNKrGV4ZRtKox3jfWcMwL/imot6gtLVpa//6KumcsY5TjWY5cK4mvPLb/XI/V+6sjku8U+ejfR37ZTlfGgp0Hdpzxa/2DdFEGUXfJgKqkpjmtio+oZUSJ4zyrQV3Nt5SqLclSU69WztrKRZ5dM8x037xo8f9mVLZdZ0mLb9q5pXENMaWRUp91tqXKU8rhLeKxBybN4TyaUrS8vktYU28p0ypZrjW2JPQPmXQqz33EnxMrGz1DrOycUW7vRKMGpvV/rdULvJq3rb9WnvVL58qkvJwEAwI0jDcF+rQq/s0k61hwvo3GU3Jy7qJHSFcq583bp1/t1bVm1sipKlNt3VmNmTX7p6rD6rDKevfvlrgKfK+HouMKHaWn4wMy2TxpE2cUU/Y27bQJltzmy+KkHfFf1b9ds2felXuly1FmGMxLV8/FSG/Nhy86nyshQe7XLCk6zPDpeXKrT/YntpnX2mtwcR5CsRTkqsj+flK2Ux1XCI+Xr4FKvZCulef5yes9C+3tiPOylUVf1rZjZfiGqsmJnwN/6WU/iyXS1vasTMaOUp+7B9ZL94tWhTreVST2fJe8FAAA3pjQE+4bRHrNOvqJZHltm35K97JyGPzyiq7pdt95eoZHztqIER5Z/upl9Y1xAwe0p1Me4GFnPWcxCUt+uoKpU37BePT9z1vq7BYI18secFwThqKvu32SUC1WpJn5cAdVs9ijs2oc1+Ndx/FkePZRvr7c/qQ3x0hezdCZ3inr0sRH1qlR3T1nFYpYA3WofUDqonviHuWwamX3jIiVxR8K4cIgbHdRpleqh+HEbZT+XLvcnL/tJwirl+d6tyWfh6b1mvk9ZHn1vupn9+IWIMbYgcVFiXGSsKXYPyp3A2Ih63W2/icbLx6bPGF9Svjyg++/o0YEJS9b88nqSX4zOeA5/AABw3aUh2G/T58cGErPhfKdEVxyZ/bMaLd6kIv1Co5JGf31OBasL4xcHYwd/psHiTSqzZuI5f8yW2U/M8lO2qVBavSvprDyjr+/XoNU3ndl42naqsjGo8t3JZ+OZmjlQ19OTfPDk2pr4dmvKgmpyDf5t3dGioKrU6J5xZ9xxGYOIU5pffSymt4fsM+kYj8SsN0PaZg7Ktfc7S0eGtK2/z1Z6MvFsPFZ2/3uLs819F+i+peZ6t47qvWlk9vcMGAN6jTsSOXrbHFxscB/3at137TPnhcxUzFKeIntZk5S4aLFe79Ic/cqR2U/MlrMrXyoyjyH+no6eN6YgNY+r/PPPHOVGL1/5rTEo1/6ZxAfoumdOMgbrbhu1bcDMzm9PMkA7PlNUU5U88qsmyaw8rTsOqGdzjap6kwzMtbRsHHcxajHugFklawAA4EZyi9fr/cLdiNTVdYaM2Xpc859P1D7nsjw6vjRHb/faBrpmeXR8aaF+dWGiWXWw4LV0KbJbap+TgbJ16gg1yvszX/ILypYuRXaXK9g4s3n8AQDA9TNBvhYpqe1Q/eZUBubOoyR17E/kFqpIw/o3Av0bV/0WtZ/yq2Za/99Caib+n3nN/4OCQB8AgBsWmf2ZqO1QqKlKHknhfcmzodctsy+pudA9C06f9tsz/bhBTZGBn4naDoUapBZXiRkAAMgMBPsAAABAhqKMBwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGSkuwn7XtTXmfO2w8Hqt1dwPXQbZe86zTwRx3++zVdYYUCQbGtYU66xxtAAAA11tagv2xg99QdG+1eo8NuLtSU9GskudaNbO4rE4doYi6WtztN6mcZQqXrUvyWKZm97IzlbNMYY9HT7jbzQDbve+5CLivm5YuNW7uUXtVg6O5dccB9Wxu5DwEAAALSlqCfSwgo+fl7z0pf+/Hem9EunT5Y/P5ee1xLztHTvefNPdpPLaNupe4UQXUtduv8L4tcob6ktSgLY1Ble/ukjPnDwAAcP3MU7Bfq0KrzOe5wyrZttXZ/p1NypVfpfFl3lR+hWsTSQSCEUUijarySP7dEUUixsNRTtHSFW+PRELqmKcqo6xtb6pk21blPJZ43YV325fYqvynE32J8iej3bmszPcqtfdlavk6aMu8H1+cHe9pLnTdBcjy6Li1jPnvcHGplOvVs9O9a5CzTOHCfD2x+EtJ921wHpvzDsJkfe7+1bov19Hp2K/7mJsLjWOxL+O+I1HXuV3+U+3aUu9sj2vbqQOn/No+QTmPcb5yMQAAAObPPAT7W5X/9C7lHGtWdG+1onv3a3TTHjOYbdPA3mpFf3hMIwqrb2+1ucw3NHTOvZ3xGqp88vmaFIxJ4X0++XzGo3JHq7FAbYdCu8sVbDT79vWoqmn+gq3cTXtUeN543b3HBlRQ1Rx/w3Me26Oivv3m623WpdJd5kXQEV3tk3LKrQuidMvWa57lKotn/D9T75LV8cB2z8DHem+kVLsK841ll3ilyx9rw5Wr0lhMG3pPyt/fJ41E9Xw8ez+Nuwb5y/Vsdp+xXn+fipYU24LufB0ssx/bSfljMb0sJTnuj/WevHq2MN9cN0n/SHzDUs4yPbtkWPvN7T5/OU+7XBcLRUtWx4/t+cuDWnOrvb9O99/hUfiD8Tl9u4YPwvLccb+Sh/sAAADza+6D/YpqLdYxxQ4eMRva9PmxARXcPvcp9roH10tHW7SzzWyob1cw5tfGlOqqA+qK3xGwPUIdqQdyH+/XRfN1j/3y1xopLtEiSVKt8laH1fe6dWBHNBQMK3ddtbIkXTtvjX2wZfkrVihH53Q1hYugSWUV6KuK6h+uXDUbhrT/8qDW5FlB81V9K/aZTueX6rXFxbrPsWxq1hTbsu9lX9Jr9rNsJKrnB4aMf48O6rTy9GWz/4nFpVozMsH+cop1X26f3o73XdW3Lkd1Kb/AuFjImfxYm/NKdbo/cVHy8pU+nc4t1NcnOLaXRwZ0KTdHa+Kdfnk9MUV/Y1s+md9EFfN45Xe3xy9Ok5UAAQAAzI15CPZLlFu8SWW2Mp6yTYXupeaE3+uRZ3OjLVg3Sn5S06At5p0Cx6Nyp8z7BjNXsUI5jrKlw/I+kggPx3rOKXeZX6qo1qK+sGRl+fsv6lpiKzOzKEdFjhKcdXp2SYFroSFt6x/WfUvy9N5lK7OeOmfN/m/1rTH3EsmtyS6Qro1MvL+RUZ12t6UkW19e5L4IWW4L5A2XhgcT+x6LaYP9jkXtbSqPLzmJtk/Vo3LdNvfXsgAAAFOa+2BfkvqPqTdeomM+4lntuRU72jQuYJ+w5tohDZn9SdnLlszHD/ZoTJLOXdRI6Qrl3Hm79Ov9urasWlkVJcrtO2v0z5ajBMd8WNl2mXX6xdL+/mHdtzTFevw0OH110N3k5Mi0mxcu9udTcA8cns6FiBHEp6D2NpWrR5/Oz+kNAAAwqbkP9j/8hQaLN8kTH5SbxLmzGpVfeeMGpaaiVZ/2Sv57xlfiN3wQlmdz/QwH5c5hZv/cYV3p96t0iv+TIHvZOQ1/eERXdbtuvb1CI+fD7kWmb3RQp3O9+t64gbEWq06/X3tGz2v/kFW/b3NtVJfcJTBp8PLIgC7lLx83MFaySn5K9VD8uLP12q2lunS538i+u46pudA+QPeq/mV4UGuKZ3PhElY05pH3K+52l6945YlFleyTMgbozt8gcQAAgDSEa4lZZco2FUqrd7lml2nTgDkoN16yMm5mmjYNvBVWwSPTm43H0lDVrvDamvGz8dRvMQfl2rPz8zdAd2JHNPQDY1Cu/T2Jz1J07qxGizepSL/QqKTRX59TwepCjfZY4x5mY0jbzEG5iZIWa+aZbL3mWe2ofd/zeVSX8pcrbA/4x2L6h8vSfUuTz2zjLJcZP6vNhMZi2nAhqjL7+vFBtO7jXq37rn1mDBw217Uf00NXP9Z+282Kl6/81hiUazuu8bP5TKZV734Uk//hye/sBO7xK/bRu0kvCMPRmCSP1j842RYAAADS5xav1/uFuxFAMgF1RWqkfROUgtV2KNTk1YGJBuG2dCmyu1zBxsrEoHEAAIA5RLAPTEdLlyK7pfZxAf1kFwJGn18xAn0AADCvCPaBaarrDKnRe0C+qkS4X9cZUr1aEv/HAwAAwAJAsA8AAABkqDQM0AUAAACwEBHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGSotwX7Wtjflfe6w8Xis1t29cNR2KBTpUsDdjpnLWaawx6Mn3O1TqlNHKKKuFnvbKg2+8KT6a4qlyrvU/8KTGqy292NmjPc12nSXxtxd86ZYV5pm/nmO1pvnxXyofkDRFx7VlUpprOZRRV94QKO27rrOkEKddbYWAAAWrrQE+2MHv6Ho3mr1Hhtwd6Wmolklz7Uqx91+o2vpUiTUIcKC8QLBRlX1tmtLvbsHC0r1A9f5ImGGKu9SvytIT5fWHQfUs7nRdaEKAMDClJZgH5iWli7VrA2rvarB1XFRiy5JOT39UqhfOerXos9ci2AGzqjgmZfkbfxXvvCp+Oy88nRRi0JSVs9F6dJ5LXIs0KAtjUGV7+YuIQBg4bvF6/V+4W6cqaxtb6ps2c8Ufb3N1VOrwud2qcB8NnKsWRcPHhnXnjCgSz/8hobOuduTCagrUiO/9fRUu3z2ILKlS5Hd8V5JYbX7tsgdZqZVbYdCTVXyuNsd+65TR6hRVdZC7uOeSs4yhYtLzSeDeu/Cb/WtMUnK1mser3S5T+VLl2uNJKlP+3vPa49t9ScWf0nPLkm886f7T2qbmQadrC9Zv0aiej4W08uSpHwdLLP2K126/LE2XLmaWNZ83d6f+WaQ1S/WlaZHFSuynp9R6TOHEneEKu9S/3c3ath6fvaQvC1nzDKWtVrUXaLYxmLldR/S4soHFCvql+fFN7Q4lGTb8XVTVP2AottXxZ8WHnhJBYcT3WM1j6p3Y6IMxdm/SoMvPKD4fbFL3SqzBeaTr6tJ13esm/Q1uda1lnG/l3H293yq98y17aTHPhH3Zy3ldb+h4vZ+89kEx+1uj7N/1u731NmXqkAwou3RJlXuaHV3KRCMGBe0c/1bAwDAFOYh2N+q/Kf3aPFJZ4Cvt6o18KG5SEWzSr5TooG9ddO+7R4IdklV1h9UI/DXPjOQrO1QqGm9TjRWameb9dyrA/P1B7ilS5GHo2qq3Cl3OBAIRlQjK8A3AuD1HyUPHMbJ8uj40kL9ygrwc5YpXCwzoM/Wa57Vui/XugAwnn91OBF0G8H68LgLAMm9Let5XuJiIln/raNmsO/elxH4y36xMIvPYKzmUfWWdycJWBUP8hQPJo3no91vqLi9xAgAzx6S96O1im5fpcIDLyn3jic12GMEkKP1T6pPVsBoBJpXQvbgcjKrNFgvFVjHVf2AotuVCIor71L/d5epwH5hYjNanziOcdzbqn5A0e0ltuDU/jqTrG+a6L0brX9AarGOy/0emvvbct5x8WGZ/D1L/vxaV2rBvnPb49+jKY97sve88i4NbjijAnNbYzWPqrcynPQ1Tmqq7zfBPgBgAZjW37YZqajWYh1T7OARs6FNnx8bUMHt6RnI2xAP9CWpQd2npPLlRpV84I+rpKMtRqA/bQF1RSKKuB9pqcEPaKOjjKVVO38WlueO+1Pa9hO5hdLlqJnJlzTar/dGSnW3Lao53W9l+q/qX4YHVZRtdeZr15ICne5PEugrW6/dWqpLl/sTfaPntX+oQF/NzY73J19XUlaBvqqo/iGeyR/S/suDWpOXn1jmK155YlGFEy3Ts2Jt0gvCsZqNGrjUrfx4IHlGBQfOaLhylVlv3i/Pz8xA17GcJK3SyIozKo0Hwv1a3GVfdypnEoG+JB0+pUKV6FqlfZlVGplkcGryfRXrypZVyuvuTgSshw+p9GyxrmwwstLW6y6aJNCfTE48YJakM8o9K42WpzIQdor3rHqjYprhcVXepUHHtseb+XFLCv1rPNCXpKzjYeUVLdM1x0Ip+E1UMY83cVfRpqHKJx+BPgBgAZiHYL9EucWbVGbN1vPcYZVtKnQvNXMtXY5gvGate4GZatAWn08+9yNJFm/aam9TufyqsV9EOEqNJrcmu0BFS1YrXLbOfKzWfbnupSaQlasyDapnksim95q97GYaFuWoKNerZ+PHtc5Z7iOpbnm54/l0ZLW/odKzq9T3wpOKWrP22F3sn9kJXVmsUSW2G33hSUdJTipG623rustIQv+q4gNnNLDd7HcNeM1peUMebVSvub57xpqcnokD5mvlxTN/3bJmnkkce98K9wITSMN7NiszPW4pPjNQfP2k5UopaPtUPSrXbenJWwAAMCdmHCNMS/8x9e6tVtT+GFfXPwO1HQrt9iu8LxGMt59yLzRTc5nZl1m/P/MLiUuXP5a/96TjYa+rn9DYiHrdbS5li7Jtz7L1ZefoxMmNRPW867j8A0Px7tbPehyLT1dOy0vyPvOSvM8cUs7GR50Bf0mxI4geKy+xPZvKGZU+Y23bfKRY1jFW86j6VtjXP6Rxl7OHD8W3W3pxo3odAX+/Fjea677YrdHtzoDfmbEu1jXby1o0yYXAlCrvUr9Z0hQ/trPuhSYz8/dsVmZ53KP1jyqmbpVZx/xit/LcC6Wi9jaVq0efpuGnDACAuTLnf5f14S80WLxJnm1b3T0J585qVH7l3e3uSEVM0d+Y/2zpcmT2w9GYrTQmoK6kg2YnkobM/m+iinnW63535q/tXZ2I+VUTnGIuD+uuhWu5PcN9Klri1Wsz+vSG9OFQge5bkmxufLPkZ0mxmq2mnGLdl9unt69clXRV/3ZNibKcLI+OxwcJSxod1Olcr7632H6x4DJJ6cP0GDP3WIxSjI0aigfJqzS0sViFXSkEn6EzWnxplfrqZ5GZts3YMlqfbIBowqQBeqjfVp7Sr9xQv4Y3bkyULlVvVKwoUW+edTysvBUPjLsbkDrbjEfVD4zPkH92XnlFfo04SpJSeM9c643WOwfbTirUrxxb2ZNxMeVeaIrjdm1jnPjdkGJdqZlhZn+SkrRAMKJIJKQO93cfAIB5loYBusYA3CJ3uezH+23Z+/Gz7gzaB+hK0t2t8j5ihYCpz8ZjDIQzn8SCCvZWaX18hgz7jDcxBRsPyNu0Ud3zWEtb1xlS42brEmOS2XgkxY66BuhaMwklm6nHMRuPbDPuGINkyz93za6T3efIsDcXrtMuWyn9xLPx2Gf6kWu2nT7tvzCqh5ZI/zDBbDwaN5vPNAcjx42fnWXc7C+uGWQSs7es0uALG7XoxTe0eHliwOk1x6DP8dt3zv4yGecMMHnd3crZ6Df2F3LP/CLXjDbjZ49x73fKmWPcM+fEZ+MZ/5ok5/s2Wm8rgbnULc/FjbriGizs3P8ks/G4jt2+Xl73Gyoof1QjH6U2QNcxu9HZQyrr2ahLesc2QHfq43bOkGR731zvV2F3t0Y3TjCYdxKTzcZjfe/HfacBAJhnaQj2gWlq6VJkt5ipBDeuqWaVaulSZHe5gtZMYAAAXCcE+7gunFOPAjcS1xS/Sfr8ihHoAwAWBIJ9XCez+c+1gOunrjOkerVQngMAuCEQ7AMAAAAZasqJSgAAAADcmAj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADJWWYD9r25vyPnfYeDxW6+6+jgLqikQUiUQUiYTUMaNDM7cR6lCduwsZq7lwnY4vznY3p6BOHaGIulrsbas0+MKT6q8plirvUv8LT2qw2t73qK5U2pefBnN70ReeVPSFBzTq6h6redTse1LR+lWu3oVresddrCtN9vfUeG6sZ3vvbQJB92cEAEBmSkuwP3bwG4rurVbvsQF3V2oqmlXyXKty3O2z1qAtPp98vnaF3V3zoaVr7i4S5nLbU7me+17gAsFGVfW2a0u9u2eOhP5Vxc+8JO+L3cpz90nKan9D3mdeUll3v7trQZvr4274UVDlu2eaAAAA4MaRlmA/s5kXDJU71eruAuxaulSzNqz2qgZXx0UtuiTl9PRLoX7lqF+LPnMtgjTq16KLUl7PRed7b9e2U5X7elTVwEUrACCz3eL1er9wN85U1rY3VbbsZ4q+3ubqqVXhc7tUYD4bOdasiwePjGtPGNClH35DQ+fc7W4BdUU2qrsxqu1NVfJIUiyopnGBeUBdke2KNlZqp+vQ6jpDatzsMZ/FFLQt4+g71S6fPYhr6VLknm41RbfHl4kdbVLljlaptkMh63gcwmr3bZGxlTp1hBpVZS1k335LlyK7/Qrv85kZYnNZBdUUkOqn3PYcSel1BdQVqZHf7Im/Jyl6YvGX9OwS64zo0/7e89ojScrWax6vdLlP5UuXa824/mTrS6f7T2qbWdvSXLhOu/KtnkG9d+G3+taY9Txbr3lW675c67l06fLH2nDlqvksXwfLrP26+xT/jLw/sz6zVK3S4AsbtehAWFe2b9SwJF3qVlnjvyauxKsfUHS7VcrSL8+Lb2hxKL4BQ+Vd6v/uMhU8cyjpHbKxmkfVW94tb8sZZ0flXer/rrlfSTp7aPwySYzWP6nBnjdU3G4Poot1pelRXet6SQWHp9h2/HhPaeSFBzSgJK97suPWKg1a65kKD5j7Tdlkn5l5Hru/9wAA3GDmIbO/VflP71LOsWZF91Yrune/RjftUeHdktSmgb3Viv7wmEYUVt/eanOZVAJ9i181TV4d8Pnk8zUpqCrVd6aYq6vtUI1a5PP55PP51HRUjkxf645Ksz3mWtG0tkaN3gPG+vvC8myuUUBm1tBsUyyoJnP7PlswbpV7GO1NCpbVKGQdd/0WNR2Nyb+7SwFJdZ31RqBfuVOtKWx7zky57zp1hGpUfrTJbG9Xz+bG1Gujc5bp2SXD2t97Uv7ek3r+cp52eTx6Ir5Age5bWqqeCyfl7/1Y742U6iFbXb0R6CfW9/cmAv0nFn9JuxZF9Xx829J9S5ep2Vy3uXC17rv2WXy9/UPxzZoXAstVdvljs/8z9S5ZrYP2qLr2fq33hNU9LmhMRbFi25ep4JmX5H3mkAqLNmrIqj+vvEv920vkefEleZ95Sd4DFxX77vja/JlZpcHvblTOAXPbzxxS4YoHxtW3J7Oop1/D5SXuZptUtr1KfS9s1KIXk7zuSRXrStMDGu02Sn28z7whzyX3Mqlo1bsfxeS/J+DuAAAgY8x9sF9RrcU6ptjBI2ZDmz4/NqCC29NVLBtTsNEKNo0/3h6vlVeeQttObbFlnVvfOaGYxxvPSk8pFlSTlfWr71ZY5botpZcV0EZHuUerdv4sLM8d9zsuNNpP+bW9s0M1m6VgwH23YoZqOxSKD1q2PYJpCHhq79d6BdUSf08b1H409WCqOa9Up/sTmfqXr/TpdG6hvm47S0/3W9n4q/qX4UEVZVsRd752LSlwrJ9g9n0e08tmy8tXonpvpFR350jK8uih/D7tH3BE+AlZBfqqovqHeCZ/SPsvD2pNXvw2gfQVrzyx6AzHhvTL86KVkT+j3LPSaLkRFI9t8Evd7yQy+Ye75bm0SiMpBcWTG6vZqIFL3cqPZ8PPqODAGQ1XrlL8hscEsnouxv89Wm8NgC3RtSKjRCnVbRcesO5SOF/3pKo3KqZuFTnuKsxM62c9UtltSUp5zPI9svoAgBvcPAT7Jcot3qQya7ae5w6rbFOhe6n0SvrHOxlj5pR4wJu0RGUO1N6mcvlVYw+2d4+/xGioalfP5iqVH20ZV340Y1Z23v1IR1DzFa88nio12l5XokRqKtn68iJpTfE6hcusR6JsZkpZuSrToHquuTssk/VNYVGOinK9ejZ+XOscpUKSVLe83PE8Xa6VF2t4o21mmhceVazIvdQsXOyf2Y/AZ+eVV1KsMa3SiM4oJ57lv6hF1oXJlNs+o1xb2U1Oy0uusqB58Jvo9C7wAQC4wUz+tzhd+o+pN16iYz7G1fWnUe+nKWXBA0GzDt4KeBuDmqBgZw6E1e4OuB1jDYySGO2bZinMVOYysy/zbof7dU3jQuJ0f6IEx3jY6+onMTaiXnebQ4HKF9mf56jcVp8/pZFECVD8YbsT0PpZj2PxdMqLl6skHtOrTZ9ESbEj0z42aWmOTahfOUXLdK16rUZ7upWrtRqtLNbopfOKv80z3fZ8mtUdGQAAFr65D/Y//IUGizfJs22ruyfh3FmNyq+8u90d01TbofrNHoU/SD24TFwY1KmjIc2Z/d9EFfOs1/3u0p62d3Ui5lfNJAG2VaffXt+gLfvC8fr9uIm2PZV0ZPYn2nd9t8KeqcdMBILGBYbzAsYoy1lTnKijn54hfThUoPuW2Gv87X3SmlsTfU8sLtWakaj2j1oXCmZJj1Xfb6vQ0eigTud69b3J5t2fowxxzkdnNLzxwZnPwz+JrONh5Tnq5FdpaGOxCrucg2Qnc61cWny8X4t6SjTy8DINm9n8dGx7Qp+dV16RXyPmezJaP/O7HXXLyydIDvD/awAAMkMaZuPZqvyn96jIXWr78X5b9n78rDuDb1Vr4ENbw92t8j5ihUrTmY0nMfOLJNsMNolZbZxsM+64ZpcJHw2qfLNXB3xb1OCeLcdizc7R0qXIw1HbzD/JZ/xxzvYzyWw8tplrjHVkmxnIWtY5487E2557E+97is/EDPZr1o5vV5LZdDQS1fOxmF42Z8sp/9w56PbZ7D5Hht05485ks/G4ZvLJWaZwcanx76HP9PzVUn1P0Qln45Fr29ZntP6j6c0+FJ+NxzbDzriZbhyz8UjSGZWas+6M1Tyq3o3uL5/Vb8yOMy4QHjcrTmLGnLxu9ww7EzG3LXMGHXM7sq8/2bYnnT1o6uO2v+687jdUUP6oRj6a7h2PyWbjsb5zzhm6AAC40aQh2L+ekgfYwHXR0qXIbs3rRRdmYdwFu1MgGFFNWbKpfAEAuHHM+o46AFP9FrWfmrw8CwtEbYdCu8uTz3LV0qVIhEAfAJAZCPaBNGqoMv7PhLQNqMacCPxxlXr2TXBHsH5LkgHzAADcmG7wMh4AAAAAEyGzDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDpSXYz9r2przPHTYej9W6uzFn6tQRiigSiSjUWefuBAAAwE0uLcH+2MFvKLq3Wr3HBtxdqaloVslzrcpxt2NSdZ31qlJQTT6fKne0ursBAABwk0tLsI/rw+/1KPbRuyLMBwAAQDLzFOzXqtAq83nusEq2bXW2f2eTcuVXaXyZN5Vf4dpEUgF1RboUqO1QKGKUs0RCHXIUtLR0Ge3mo6vF1RfqUJ19/WDAtkCiTMa57Tp1hELq6DS3HQwoEEyyfQAAAOA6modgf6vyn96lnGPNiu6tVnTvfo1u2qPCuyWpTQN7qxX94TGNKKy+vdXmMt/Q0Dn3dibiV02TVwd8Pvl8TQqqSvXx+vWAuu7pls/nMx77wvLv7pI9nJenSo3W+o1BxdZuV4c57KCus0YKmOuO27ZHVXdE1dQYVGxtjbZHm9R0NCb/PY6tAwAAANfN3Af7FdVarGOKHTxiNrTp82MDKrg9XQN5Ywo2blGDJKlV734Uk8frN/satKXK6JEk1XcrrHLd5ti1bf22d3Ui5pH3K0ZP644t2tlmLefethT+2U6zhCasA9OqmQ+oy3a3Yfydg1TU6bYyqeez6ewXAAAAN5N5CPZLlFu8SWW2Mp6yTYXupdKr7LZ40GyV1xiPGiVCdVPshN61BfQ7K33aUm8+tZf3RCJq3OxJrDcrDdpi3W2wPyqti4fJGa+pXgrYjhUAAABwmftgX5L6j6k3XqJjPl6PR9jp1/upWiXVdYZUszas9nhA3a6we9kJBdTVVCUdbYoH401HY+6FZmh2mf2GKp98vhapgTECAAAAmNjcB/sf/kKDxZvkiQ/KTeLcWY3Kr7y73R3TVNuh+s0ehT+wle7EovEAPxBMktmfQrxMxtx2eswus29o1ae9UvnyVC4PAAAAcDNKQ7C/VflP28pzVu9y/edabRowB+XG/+Ot5w6bA3QtbRp4K6yCR6Y7G4+MgbJNZma8qUo9+xKlLa07DijsqVKjmTnfHg1OI7PfoPajMfl3W9v26kTaMvsAAADA3LvF6/V+4W68cQTUFdmuaGOlbSDtzSMQjGh7tIn/UAsAAABJpSGzj+slHHXODgQAAADYEezfwFp3tChYVqNIJKJQfP5/AAAAwHCDl/EAAAAAmAiZfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimB/tqofUPSFR3Wl0t2R2cZqHlX0hQc06u4AAADAgnGL1+v9wt2Iaah+QNHtJfK8+IYWh9ydxbrS9KhiRf3j+kfrn1TfCvuyUl73Gypu7zeeVN6l/u9u1HC8d/w2JjNW86h6Nxabz8av6+w/o9JnDiknflyJ59ZxyH5s8fUvJpYDAADAgkNmPy0ualGyILxyla6oW6Xd0pUNVmCdkNf9hrzPvBR/JILpVRr87kblHEj0eZ9JPdAfrX/SDMStdd+RHr5LYxP2n9JI/SpJxbpW0q+8SyW6Zt6pGNvgly4lgnyHS+e1yN0GAACABeP6B/u5W/V+0Uo9lL9D71c8rvcrHtehfI9tAY8CpUb7+xWP6/3SO/WQ2fNQ/g4dyr9Tr1Y8rvcrtuqp3K3GMkUrE6tbbRWP6/2KHQokecWBYESRSJcC7o5UHD4k7wTZ7bENfg1f7FfO8bBUuSoebE+peq0GdEa5h90dKai8S4Mr+uV50X5M/Vrc8q/Gh520/4wKWs7Eny0OXTQvToo1Uh5WQUgaLi+J90tSVvsb8jaa2wQAAMCCtDBitYKtaso5rnvPvaJ7L3yiJcUb9JTZ9VD+Bqn/FaPvXKd+rg36C9vFwJLitboQ7dTPh1fqm4UX1Bg9rssFq431s+7UoaUl+nnUXP/CRX3NuzW+7blVrJHKYhV+dEYK9SunyK+RVOv6D59SoVapbwY18WMb/Bq+FFbuBHcBpuqXJB0/pZzKVRqrXKVrPWfI3gMAANygFkawP3xcjZc+Mf498rFCKtEq88jeHjqihnhKPKa3h2JakmPLMg8ej/eHBn6ptxM9eihvrdR/OLH+yHH9fHil7sm1LSSpoconn2+LGpzNs1O5SleKrOz8GeWeLR5XyjO88VFFX3gy/histnrOqOCZl1R6dpX6xvVNQ+Vd6re235Qo45lYia4VyTjei34NPbxMi45PUMIDAACABW9hBPuTybpTh+JlOI+rqdhe4jO5dTkeLSlOlAe9X7FDX8tzLzU3xjb4NXz2VLxUJuejMxp2lfK4a/YLXGU7OS1m34EzGtj+pPprEhcLo/WJi4ToC86+uNC/qthcf7pyPrqogZLzyg1JWT0X3d0AAAC4ASzwYH+lXvVukPo7zTKeV9TYH3MvNKnLtnWtx7dH3Eulm1HCoxUPJALy7auk6ZTy2B0+pNKzzrr5+IWAa3BvVs/FSfczVX98sPHhQ86a/JLiFO4MAAAAYCFZ4MG+4XfXzAA/6079xTQy+3935RMtKa5OOijXblYDdJMq0bWifnledM6m47k0vpQnNas0skLKSyXDfrhbnkvFitVMULaTtH+VButXORabldoOhSIRRUIdqnP3AQAAYN5MEQZfb5+ovT+myqVmGY53qU5MJ7M/csQclGubzadiHgboVq/VwLhBsP3KDfU7SnncNftWKY7xH1bZy3Qe0KhrnvuJ9Wtx40sqvbhRvfa7Co7+N+SRrf+FtcptOSNVFk97QHBSbe/qREySxyu/uw8AAADzhv9UC3MiEIyopiyopsqdanV3AgAAYF4s8Mw+bjgtXYpECPQBAAAWAjL7AAAAQIYisw8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABlqwQT7D+Xv0PsVj+vVXHfP3AsEI4pEQuqodfcAAAAAN64FE+wDAAAASK9bvF7vF+5GAAAAADe+BZDZX6lXKx7X+xWP6/2KHQrYjyh3q96v2KqnbE1J22o7FIpEFOqss7dOzVwvEokoEulSwN7X0pVaGwAAALBALYBg/xN9+9wruvfcEYXcXSMfK6SVusdWx//QohJp8GP9nX25mWrbqUqfT77GoGLuvvpuheXXxpZEU93yculUtxrsywEAAAAL1AII9ifzidr7Y6pcvNJ87tFD+dLPBz5xLmYG7ZU7Wp3ts9Kg9qMx+e+x8vh1uv8OKfgjQn0AAADcGBZ4sC+9PXxKlwtWG2U7WSu1Xqf09ph7qbnR+s4JxdZuNMp2au/Xep3Qu23upQAAAICFacEH+xr7RCeGjVKeh/LWSkOf6G33MnOl7V2diBmlPHUPrpc+elfpvHcAAAAAzKWFH+wrpreHYvq9RSv1UP5F/XRoXHX9zAfoTqlV734UU/nygO6/o0cHkpQJGXP0R9Rlq+0HAAAAFoLrH+znbjVn4tmqSnn0Ne/4WXneHjqu3xVv1deupmlgrqmuM2TMxNNUJY/8qkkyK0/rjgPq2Vyjqt7kA3MbPghLksqXp/tCAwAAAJgd5tmfrdoOhZqq1LPPpy317k4AAADg+rn+mf0bVp06QsZdAQJ9AAAALERk9gEAAIAMRWYfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAy1A0X7D9V9LgO5XvczSaPAqWP69VcZ+tD+Tv0fsX49tSs1KsVj+v90jv1kLtrDj1V9LjerzAeE7/eDNfSpUioQ3XudgAAAKTkhgv20y5367wH8qn4u0uv6N5zr+jHg+4e44LGuhAwHlv1lHuxSSW/KAIAAEBmuSmC/beHOnXvuVf07RF3Tyo+0bfPvaJ7+36pt91d19HlfuM1GRcEK/XNaQf8AAAAyHS3eL3eL9yN8y53q95fujL+NHTBHph7FCjdoa/lxbt1ub9TDwzFzGcr9WrFVlUmum3r2/ti+nm0Uw1j5kJZd+qQd4OW2NYzfKIfnzuivzPLf5qKzRKawSO699InjiUd/a7jfih/h/5Ch/XTnB36ZsH4/nGva/i4GpNcUDxV9Lj+YNT+eo311g9N1jbxtp8qejx+PHaO93TSz8MQCEZUszasdt8WNTi7JtfSpchuf/xpeJ9PW+oT3XWdITVutpUtxYJqqtyp1kQLAAAAUrQAMvsr9erij+NZ6nsvfKLKpYks9VNFO/S1q0dsWWz7uh4FSrfq9+JZ7k79fNjeb2blzx1RyN4sSWO/1APm/jR8XI3W/s1AX7Y7Ao39VlBtk7tVTcUX9WPHce9QwPaOLineoT8YTWyjsjBRLvRQ/gap39pnp36uDfqLGdfmx3TmqrQkp0SaYttGeZDxPoUuWMu84rx4muTzmJ2Auu7pls/nMx77wvLv7lLA6m7pUuPmHrXb+gEAADBzCyDY/0TftmfMRz5WSCValWVk3/+g4BP92JVRj8vdoK/puP4mHqjOF48ChSt1uf94/MJAI0f040GP1ufZAvbBI/Eg+u3hU7qct1TrzK63h44k7jIopreHYvFgfSZOjibeg9lte5LPw6ahyiffdLP6atCWKtsa9d0Kq1y31UpSnToe9iu8b7rbBAAAwEQWQLDvnHnmfVdJzkL2u2uzuMjIulOHbINs7eVAM7Eux7b+LLc9l59HIBhRJGI9apQo6AEAAEC6Xfdg/6H8HfpmwSeJcphkJTcL1O8tsgfRHq3Ktj2d1Eq96t0g2QbZJi0VStlK3VMgXR69OOttz+XnUdcZMuv8zTIdX7so1AEAAJg71z3YlyQNX9BJ859PFdkyyWMx/U4rdY85RaQRiFqdkq5e0OW8tXrIfBVPFTkH8qbEtY3UmKUxxRsStey5G/S1vE/002mUFMXvDGTdqb+YZvY9wRi3UDnsLGeafNtGjX/l4sQgXIeJPg8bI0Nvq7dPVSwaD/ADQXtmv1Wf9kr+e8wt1nYoZBvICwAAgOlbALPxOGfTudx/XL8rXqsL1sw59plhBo+ocXSD/kKH47Xw9hlxLvd36qc5O3TPFXP2GNesMgbXrDzjZtWxZuMZPwuQ5JyVx7mec7sP5e9QU87xxAw+WXfqkHepfppsph99op/3l+hr8eXHzzCk+Iw5Gn9crpmCJt+2xf2+W7PxuNtdn4dpZrPxBNRlK92JHQ2qZ/N6RRsrtbPN3R9We2NU2xukFmbjAQAAmJEFEOwDAAAAmAvTKl4BAAAAcOMg2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkqLQE+3WdIUUiEUVCHapzdwIAAAC4Lm7xer1fuBtnKhCMaHu0SZU7Wt1dAAAAAOZZWjL7loYPwvJ4/e5mAAAAANdBWoP9SdV2KBSJKNRJoQ8AAAAwH+Yv2AcAAAAwr9Jas6/aDoWavDrg26IGdx8AAACAeZXezH7bTlU2RrU9ElEkGHD3AgAAAJhH6Q32W7oUaZBafD75qsjtAwAAANdTeoN9Ser9VEkn3jQH6JLxBwAAAOZH+oP9ibR9qh5JWrtRhPsAAADA3Ju/YF9hRWOSTnUzeBcAAACYB2kN9gP3+BWLht3NqusMKRJpVFVvO7X8AAAAwDxJy9SbdZ0hNW72SAqrnWk3AQAAgAUhLcE+AAAAgIUnrWU8AAAAABYOgn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDpSXYz9r2przPHTYej9W6u6+7us6QIpGIulrcPZOpU0douutg7tWq8LnD8j7dnJ6TFxOq6wwpEgy4m1MWCEYUiRiPUGeduxtTmO37f6Oo6wwpEurQjXeGBNRlnt+RSEgdM/rTZ27jhnr9AXVFupT5ZyaQOdISL40d/Iaie6vVe2zA3ZWaimaVPNeqHHd7hgsE5y4ImsttL1xblf/0YRXe7W5f6G7cC8vJzrOGKp98Pp/aT7l7bm7Nhet0fHG2u9mppUuNm3vUXtXg7sGC0aAtPp98vnaF3V3zoaVr7i4SJt12g9qPlqtmwn4AC01agv2FrnVHpXw+n7bUu3tw42nTwN5qRX+wR2PuLiAjBNS126/wvi0i1M905gVD5U61ursWsNYdlWrvrVL9BBf6ABaWeQr2zdIL81Gybauz/TublCu/SuPLvKn8CtcmJmGV6ViPRIZ08tusdZ0hhTrrHOUG47Or9m24bl22dNn269q+lRmp7VDIWsa8JW8db81aybO5MbENxy17+37t2VMjC+zIupjH0dWS6rbnkvOzjpd1TXT35u5WR0mOoyTMdR5MVi6W89hheZ/bo6JiqeCRZOdaChyf5/j3vKvFXppifd5GnzO77Wyb7Dwz2hpV5ZH8u5Pte7LzOxXm+RJf334OB9TlOm+TZeqTHXdazrPJvj9TytfBsnUKmw9HpjxnmcKF+Xpi8ZeS90vj1g97PHrC7LEy7/b1D+ZIUrZe87i35Wx7YvGXdHxxtpoLE9s21jX6wmXrtCtfKlqyOrHvwnzb9qS6zu3yn2ofn5xo6VIkGHCcD8nOu/h76si8TnYOm1znv/N3tEsd5n5DnQFzP9P9zFJjHV9i/67XZTvHkpUAJWubGbNcxf4bPs3tOr+7zvfL0ef+3kz2WVvHs9svearUGN++/bs98Xtm/3vhWNb+92rSbRsafhSUNteMa5cSx+j+LQFwfcxDsL9V+U/vUs6xZkX3Viu6d79GN+0xSy3MLO0Pj2lEYfXtrTaX+YaGzrm3k1xdZ8i43e0zSgacGfypb7N6Njdqe7TJWHdfWP7dzh81/+7tijb65PM1KRjza7v9B3d3uYKN5n739aiqyfWD6KlSY5NXB3w++RqDiq3dro7axJ2G9lNS7Ki5b59Pvvgt+zp1hGpUHu9rV8/mRvPHuVU7K9sV9lhZFSsLaLzuqbc9t3Ie+3cajn+O+zW4epfxWZ87q1FVKHuyi7iKZt2qH5jrVqv3mFS0K3EhMFm52Ojr1YrubdalfmnwLWv/1bp48Ih70eRauhSxf54+nyp3OHNt/t2R+LnSfsqjqj8OSGrVux/F5Lnj/kQQUHu/1ntiOvFOYv2JzjOj1KVJwZgU3pdk31Y5h/U57gvLvzv1IKuus15Vve2J88A3zWzx2pqkxz3r8yyV78+EsvWaZ7nKLn8sf+9J+Xs/U++S1fGgWpKUv1zPZvcZ/f19KlpSrOZEpw6W2dc/KX8sppdtqxctWR1f//nLg1pzq0dP6Kr+ZXhQRXkF8QsDZRXoq7mD+tXIVce6D101t93fpzXFy9Qs6eUrv5W/96T2D0mX7PseGIqvK9Xp/js8Cn8wwfu4tkaN3gPGe9YYlDbXx8+Fus4aKWB9zk0KanzmNfk5LON35J7uxOc47rfQryrvAfn2heXZXCPvz4z11z+Y3mAuEIyopiyoJtvveCDYaDuHmxQsq4kHka3vnFDMs173x78PxvsX++jdNGXK/aqxfsMneE8nVNuhGrXE39Omo1JVQ+JiwfoONR2NuVY02T9r830PSFLbTlWabYoZ75X7uz3Ze6b6LWo6Got/vnWd9apSUE2VO9Wawrbj2t7ViZhfG6eVfABwPcx9sF9RrcU6plg86GrT58cGVHB7itHKpAKq2eyZ3e3uU+2JwKq+W2GV6zbboYX3VWpnmxJBndcvSap7cL10tMXsk1TfruC4H76Ygo3msbW9qxMxj7xfsfdPoPZ+rVdQLfFgs0HtR2Py32P96W3QlkYjq9IxURZwhtxZZOuRajZ59PU6jcaftWn4YymnfKuksK71m822LH9WeYXUd9YoyTm3RwO24Hzsl7/WSHGJFsVb5kqdOh72K2b/PJOxnSsNH4SlsttUJ6l1xwGFbQFH3YPr5Tl1wLmtKc6z5Kzjak+c3/Vbph9krd2YYhCdxLjjdp/jM5Pa92cCWQX6qqL6hytWgD2k/ZcHtSbPliEfiep5K4geHdRp5enL5q/dE4tLtWbEvn4StvVfHhnQpdwcrZH08pU+nc4t1NetbeUWqmioT9+y15QNfaYN1rZd+56aX15PTNHfuNtNsaCarAsq129K644ttnPO+XsVN8E5LDVoi/1Cbdw5GlPwR2Z/LKj2NP3e2N1vBfqOkpaANq4N28YutGrnz8KJi+u2nTpg/z7U3q/1nrAOuC7UZ872Gz7RezqRtp3aYjsO48LEqxTXdn7W4z6PyUzxnlllOKf82t7ZoZrNUjAwkzKiVn3aK5UvT/JbZF40uBMmAK6PlP8EzVhFiXKLN6nMVtpRtqnQvdTM1N6mck3yh3FGUgvI/V6Ps3zBLMVwiJ3Qu7Y/vjsrUxw38BWvPI5bqBE1bnZtvG2nWo6WqyrNg/isbJP7kdJxyyzLsX3WpautjiO62leoRRVS1p0lGv1Y8Sz/yHnrvosxwDa+/nc2KddafU755fVIPZ9N/ofJkW2t32Krs21QdzzgqNP9dygRGE0otfNMmvq4JmP9Ua8xz6PZ3VYPKzpBEnK6Uvr+TGRRjopyvXrWVobz7JIC91ITWpNdIF0bcWTy3S4NDyb6x2La0HteeyRJQ/pwqEBfzc2WlK2v50nvfW7PzCdToPJUr1hrb1O5u20K8WDLXm6S7Ddj0nPYWa4VidSkHpSmg6dKVWs1PiNfe5vKlTh/IxGzxMSm4YNEIGtcRNoujudC/AJpKq5SmqYqjf9E5kAK75kkNVS1q2dzlcqnSnJMIhydxsUPgOtm7oN9Seo/pt54aYf5eH2Gvy52bZ+qx902a6lfPDjKF6YbFE/FcQvVfNiD+pYuNd5xIu2zIswqs1/RrJJH/I4ymr6PE93Xzg8op7xWeeuk4XcvatGdW7VoWaFGe4xsfs5je1Qk27nyw2MaSaw+h2YfxMYDjtr7tV72i7yJpH6eOTNndbqtzPY0BdasOFY52MwD/imyztM0q+/PSFTPW2UwScthJnb66qC7aVr2DPcZpTxZBfqqBvQvU44UH1TPNXfbBGbwm2ZcDAbU1VQl2d7TCctDkqjrDKlmbdhWDjlx6eOciAXV1BiU4uWKdvbjMh/27H99t3lnzbjQtpfPzYneT1PKggeCjUZ5jHXMjUGl/onM1hTvmVkqqn32EtHp83s9ikXn9UwBMANzH+x/+AsNFm+SZ7KBkufOalR+5U17ykQjo2qvg5yNQLBGfkc2fmINH4TlsdXLzkQ46qr1ttR322rykzHr9H+2Uw07WpLWkU647SnMOrOvAV2zxlvc3WrL7FtWaFHfLzR67qy0bpfySm3LS4mSHm1V/q7pZvaP6GqfZlAiZtyed4/XmJb6duNzaFivnp9Nfkt8/Hlm3A5PlGkl2t/9KJao1ZWklhpVjStTsDKIU9XyJ7uoSdxhMAI+d39CXef2cd+PmZ5nqX1/Jnhdo4M6nevV98YNuk3NyyMDupS/3FnjPx2j/XpPXn1vSaF6P3fW+rs1Fy7XmhHnBcHpq666f4ewoimW+9V11qvKE1a37bsZvwtU26H6JJn9ScWi8QA/EJxBZt+6szDT5EPbTlW6x6SYdeE17gGsDg1qPypVNdRrfa+rfM40ftDvDJjv6YTjKZKJXxjUqaMhzZn930Rd4xVMKbxnVp1+e32DtowbnzHJth2MxEPSO4/WuTDJMQCYP2kI9hOlF2WbCqXVu1yzpbRpwByUay/vcM6F3qaBt8K2WVRSn42nocqn9l5nyUv8Bz0+u0SN/PKoqilJ4LC2Jr7e+HrRSdRvMQcV2jPg0wsWW81APX7s8R/GBm0xs7Djs+sBdUVqbHX6Zj2mK2M78bbn0Lk9Gvi4UEXfMT/Hqou6ZMvsj/WcU+6mTdKv24x6/j6/CorP6aoZ7I++e0wj1vnz3B4tOmnP7E91npnbeN0YFGydZ6nOxtO6o1JNR8sdt76nlwE3A3NPjyP4ipviPGuoalfYtkx8AKL7uHaX22qIp+KeiccYtJeoo7X+0Bv9jd4D4+fEtx1T4x0nxh33xOdZYjYp+4w99kGCM//+DGmbOSg3PqONbdabKY3FtOFCVGXFyWfjmZo5UDd3WB8mBqgk5C+Pb3fXoqiedw3+fflKVO/JVobkmI3HvPB8eIKA2VbeZwzcts4Fc1yPNaNTk1cnppHZN8adJLa9PRqcfma/7V2diEmaTl26W/0WYyBrk3WutGpnpTHANHGejP9uGvXwHvVMEIg3fGC8mqT15ZOy/m4YZTg95kQI0tR/Xxp+FFQs/v1plPcje2Y/8d1s3OxJfM+m8zvdtlMt5nvl/P5M/p4Zk1rY6vTN8TI19u/fhNu2McdHJP29s+5QzWa8EIC0ucXr9X7hbrxZ1HWGjNkO0ljzjpvXROfTRO24cT2x+EvGbD2u0qGJ2qfHuKCXPbCUGVw+HB13wbWQxGfTme9jrO1QqMmrA8lmjZHV7wrWpxRQV2S7oo3WJA2wCwSNmZ2SD8KtU0fInBGI3z3guktDZh+AcYs/lYG5uOFlefS9JakMzJ2pCUorFjIzy31dAn2zRCb5wFwzgz7tQB+TqesMqabMPmOcs8+6i0igDywMBPvAbFi1qU1V6olP04qMlOXR8bJ1Ci/1qrf/t87pNtOtfotRvjWdso7rqX5LkkGgc80qhXGXp9kZs6BNb9wRJhdQzeYetU/wWcfHfRHoAwvGTV3GAwAAAGQyMvsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMhTBPgAAAJChCPYBAACADEWwDwAAAGQogn0AAAAgQxHsAwAAABmKYB8AAADIUAT7AAAAQIYi2AcAAAAyFME+AAAAkKEI9gEAAIAMRbAPAAAAZCiCfQAAACBDEewDAAAAGYpgHwAAAMhQBPsAAABAhiLYBwAAADIUwT4AAACQoQj2AQAAgAxFsA8AAABkKIJ9AAAAIEMR7AMAAAAZimAfAAAAyFAE+wAAAECGItgHAAAAMlRagv2sbW/K+9xh4/FYrbs7QwXUFYkoEokoEgmp42Z52aacxw7L+9ybyq9w98y1lXq14nG9X3qnHnJ3TUfu1tlvAzPX0qVIqEN17vYUBYLWdy+iUOdMt5Ka5sJ1Or442918Q6vrDCkSDLibAQAZKC3B/tjBbyi6t1q9xwbcXampaFbJc63KcbcvaA3a4vPJ52tX2N1lmWVAc2PaqvynD6vwbnc7rpdAcO4D4jkxyfenoconn8+n9lPunptczjKFPR494W63a+lS4+YetVc1uHsAABkoLcE+bj6jr1cruvcbGjrn7plrn+jb517RvX2/1NvuLgBTCKhrt1/hfVtEqA8AN4d5CvZrVWiV+Tx3WCXbtjrbv7NJufKrNL5MquUhdeoIRdTVYr+t7yqpaemK3+4f12fdzo73G9sye+Lbdiybyq3v2g6FIhFFdvslT5Ua49vvUgprp4GRXY+XVj3dbH7QE2Xda1Vof8/vbk2s+5xr+YpmlcT7nHdjjNKePSoqlgoeSfZ5T2KCspqH8nfo/aKViX9XPG48zLaElXq1YqueyrpTh6xlXNtzrL802fpmn2NdjwKlj+vVXNfiWqlXK3YokPI3yF72FbFlrCc7h40+Z1be2VbXGVKos85R1mKds9a5XbNW8mxuTOzbfg5b52qyvikZx5L4/tjP74C6XN+3ZHcY/LbvX7wvHd+fKb73k8vWa551CpcZj1357v58HTT7wmXJSnyc/fZMu1US9MTiL8X7D5pfoicWf2lcVt7RlrNM4cJ8x7rxfWd5dLxsncLFpVKuV8/G979Mzbbt1XVul/9Uu7bU2xoBABkt5VBl5rYq/+ldyjnWrOjeakX37tfopj1mANmmgb3Viv7wmEYUVt/eanOZ6WWM/bsj2h5tMm/re1T1x2ZIUNuh0O5yBRuNW/6+fT2qarIFDLUdqt/co3af2e/zpeePYNtOVfp88u0LS7GgmuLbn59sWta2XdJ+671s1iVtkmfbVklHdLVPyimfLPiuVeHtvzDXrVb0rbAKHrEF9ef26GL8M3Mysv3NutQvDb5l7b9aFw8ecS2ZxNULupy3VOvc7TZvD3Xq3nOvqLE/5u4yrdQ3vUv103Ov6N5zRxTK26AaK0jP3aqm4ov68blXdO+5V3TvhU9s63kUKN2q3+s3tn/vuU79XBvUVLRSUkxnrkq/t8hjW366AuqK1Kj8qHGO+nw++Sp3qtW2RPJzuFXvfhST5477E6UstfdrvSemE+8k1vZsboyv69sXln+3cY637qiMl7rE7PuOl28E1NVUpZ591vnZrvDamnEB+UTqOutV1due2O50z29PlWq8B4x1G4PS5nojKJ/t92eq7/0UmgtX675rn8nfe1L+3pPaP2TvzdZrnuUqu/yx2f+ZepesjgfsRqBv7z8pfyyml21bKFqyWs9m98nfe1LPXx7UmluNYP7lkQFdyi3U1+O/ytn6el6BLg0PJtbPXx5f138hKi3x6rUsSWMxbeg9KX9/nzQS1fPWvnvPa098z3W6/w6Pwh+k9C4CADLE3Af7FdVarGOKxQO+Nn1+bEAFt08r1Ta5U+2q3GEEPw0fhKWy21Qnqe7B9dLRFu1sM5erb1cw5tdGW7Zecj9fANzZ1mlmXccO1tkulo5o+OSAcpf5JUnXzlvjKmxZ/ooVytE5XT0n4wLsdesNk/ThLzSoCmWndKdlFsZi+p31b1uWf12OR5dHLzqXnVBMP48e0d9Jkj7RB4NWkO5RoHClQhesPpfcDfpa3if66ZB1ERFTQ/9xXS5YracknRy12m1Z/iyPfk8XdWbMtp0J1HVulz8WVIt5jiY1wTncuuOAwp71ut/8utQ9uF6eUwcS57RrXdV3K6xy3ZbC18s6rvb4BW6DtuwLOy8uprJ2Y8pB9DixoJqsC4+2d3Ui5tH6B1Pe84RS+95PIMujh/L7tH/AEeEnZBXoq4rqH65cNRuGtP/yoNbkGen/JxaXas2IvT+JkaieN7dvBPg5WiPjO/D2UIG+mmtl6wv01dw+vW3flm1djQ3qVyMFKl+U6J6cX15PTNHfuNsBAJlsHoL9EuUWb1KZrSykbFOhe6lZcWSq6rfEs6Z+r8dZvhBpVJU9Qdu2U5X7wvLvNvsnGAw476zMpvuR6oA6R6mN8/0e6zlnBP4V1VrUF5asLH//RV0zlzHKcazHLhXE155LF3VhuESrsqSnFkuhq4ks/++uTZTJT6PhCzrpbjO9fe2iluSUSFkrtfTqJ5KV5Z9kHTu/1yP1furI5LtNdA5LDeo+ZQXBdbr/Din4o6nOA4+8X3G3TWCK45pM645KtZ/yq8ZdhjMjrfq01902M1N+72djUY6KHGUy6/TsksQ3ZE12gXRtxJHJd3Nk6sdi2mDLvu8Z7lNRXoGekPREbqF0ud+WmU+ubJG7jGgCtbep3N0GAMh4cx/sS1L/MfXGS3TMhz17PIcc5Qvmw1GqU78l3t7eW6XGhRDwzyqzX6vC72yS4mVTrlmSzl3USOkK5dx5u/Tr/bq2rFpZFSXK7TurMXMa1dLV9pKq/Rq0b37OxHTmqkdLs1fqnuwLar8i3ZPr0arsmC5MkiRNG3cJUfZSLbH+ffWCLmd79FTeWunKcV3IWamHspdqydVYSoOEw9HZXaw0fGBm22vv13qd0LtTfnWmkb017yBY6pZPLxy0ZsXx+drVs7lxFgF/nW4rk3o+m+mlh9OU3/vZcJTJmA8z23766iy/LaODOp1bqK9nZevredKvRqY++XuvTb2MJKntU/W42wAAGW/ug/0Pf6HBYqtmfALnzmpUfuWNGzg6Ow0fhOWx6oBTkCwoK19uBi8tXWrcPM304G+iitlKMFI228y+pNEes2yqolmeJHdSsped0/CHR3RVt+vW2ys0ct42gagjyz/dzL4xLmDGZVqLPNLQJ3r76gX93uINWpqXWqnM5Iy6+8rF5qDcrDt1yD5Ad+RjhbRSf5Bvfb5G2c/l/uOOsp9VORf1wUhMZ7RWNYtLxpUXWYNk7YO6Jan1nROKra0Z156y+nYFVaX6hvXq+Zmz1t8tEKyRP+a8IAhHXXX/ptZ3TijmqVJN/LgCqtnsUdixD2sQ7lSDXMMa//VJ3GGo6wypZq2736alRlWesLrtAfkMvz+pfe8neF1jI+pVqe62DZp1DNAdHdTpXK++N25QruHlkQFdyl9uq+GfriHtvyzdt8Srr17r07cmOfefWOzVfbl9+nDU1nht1FX3bxdW9P/f3r3FtnHdaQD/REoURYocWjIvjmTHjswI2XXQNK4DpKawQOw0CfyygOVAYbstsEGrch8KRU9FHkowD0afFAEFqsqLvKQxYdQSsFiskLSJAyxEI4s46QawtwVNO0qspiYpSyZ1IXXhZR/mwuGQkkjZikj6+wEGrDkzwyFnbH1z5n8Ok1U89SEiooZQ9ldCdQozv9ifaweeOCeWfyhfrjWOZWlQ7qYzvGAcy/8VUc3gUulsPNsY6pMG56l7yAsD9bQz8fhPxhFUyifG0D8SAuRygFdiCF5VpRlltg8v3BCk19AEh/F+jF6F6vUrHyS4c9KYCPmz/Ok+rBb17H+NDdtzsOILbADY+MtdmJ9oV24Och+8jxVV2VX7vU+LevaVL1ArmkGpeFaejfcuY0W+DiqdjUeqje+1HcX8WhLIfYXrzYfRq5TKiPXy/3PgXxGwCYD5hU1m5SnvN4sfIyxv4+zEf8Y+x5LS+hV+cvdj/N0mz9ZzFt/PfIwX5Rr+XBJ/bz2O7+NL/AbAb1bvo9csVF5eNN6PXn8IDrlcLFptyZg0UFeIF4dh2VGvsl+vPYSAZvDv2NlRhKCa1UZ+QlRyXOIg4sp6wLUz8fjhmVONHZDq/+USOb9zqnROfPVMOwNAUDsAd9N/P4WZjdQzDSlPFbb5d7+1NF5OLKDHJpXoNC/g10vqfwFpvCwNylVm21HNqINcEsfnY7BL22tn46mEWMdvxtxamXEDqhKiX1rWcLloAK74+r9dAp7vLDcbj3gduV+p5tojIqJ61+R0OvPahURUW3yTYfidUyVPdzZbTnVMJ+Dzzhb8URvkW/YjYtrArzWz+1RHnBkKlx5iWRMREdW0h9CzT0S7anACQycrGZhL9a8Z71qcFQ3M3Rn5iUulTzqIiKjeMewT1Sp5oHbAg/il3uLpNqnByF/kJc7xf3yrqTsf1FAfAlcd8FY04J+IiOody3iIiIiIiBoUe/aJiIiIiBoUwz4RERERUYNi2CciIiIialAM+0REREREDYphn4iIiIioQTHsExERERE1KIZ9IiIiIqIGxbBPRERERNSgGPaJiIiIiBoUwz4RERERUYNi2N8lvskwouEJ+LQNdcI3GUY0GsX0qLZlKyOYjoYxMahd3gAGJxCu4/NJREREjyaGfaorI6EowpO7E7m33Pd4P6bmPPCHRrQtRERERDWLYZ/KGjvbC5fLhb4hbcuja9gTQMjurfJpBxEREdHe2fuwPzqNaGhEKRuJRrW9qz5MhMXl0WhUUxojtk2Pir2y4jqaMpLR6cK2RWUpI5iOTmNCet3w5Ij0OrtThiIfX+H1Ne9L1WNcrgSo3LIHof68Sz+XTT5LabvwpE/1eZcp9XlqAuGy50t7Psqcq/AEfIOq7aXPRT5e71FAOOkv+7kVH7v6OpI+a/WxSMcxPVrpvgFgDP3vR+B+pfx5EPdT+pkRERER7ZW9D/sAcNQLv3MKLpcLLn8IODmkBCbfpBcYcYltrgBC8GBIU2rhHojiTCwAl8uF4C0Bnn+RQ9oIpr93TdrWBdelCNwD0yhEODc8zim4LkUgnPTC+b64/dM/KBfldm4kFIXXHkJA1VM+EvLDMxcsvC+7VwmnY3+6jqTwNE4podGHU8cEJG9cwZiy153zTYbhPxlHUP5cinrwh9HncsHlCiJSvJlCOOlXPu/Sz1SAZ8CJKXkfggde+WZgcALhAQdCfvl8xOEJqLcFIHjgD0jb+0NIHj2DicHCk4bgLSB5VXptlwsuz7C0oQ8TYS8cSlsQ8ZN+6UZkDP294rGI184IpgfciFwS3/f2+1YZuoZI0bkhIiIiql21EfaTIQTkYDV+BdeTApxPiT+One1D/7i84hiu3EhCcLrlBaJbQfSeFWPw8GcRwH5I6nkdRp86sA1dQwQOHFKCWhKh30vtyRCCu1CyckoO+r39qqA+ghNHIwgqxyb2GAvHTonHPd6PKfVNx+ApPC1EMCW9xwczAu9JAZFLfSgTZSuj+rzLfqZ+ed/DuHYLcBwU34fvB08DV0cL53MoiFDSjRNFTwZU22uuhS0NnsLTCGFU+YyGEbyahPt78q3EMPr8IeCkFxOTZ+C+FdxhiVIEsU2OSbxp6FVdr0RERER7qzbCfhlyQIS6pCMahf+koF0Vkc/Ugb4PLlWwVpebRKNeaG4TdpfggecoSnvkBw/BATe8qvcVHSg+suHPCuFfDMnBnYdztcFDcCCJ2F+1DQ+ifPjVcjuF4jKZqB8e7elMXscV1c1df2+F4waeckIQPPBvda2M92P0qgOek3HVjVa1xnBnTnV9EhEREdWwmg378dkxsdwi4AFUpRWBq0ntqpvyTYbhPRpRlatsXpqyK5IhBPwhQCknUVMfl/RH3fuvlIv4cOoYcP1PD6NXH8D4HcS1yx5Y5TcPRWUy0p+KwnwlkmKpVNH+1aF+dBr+Y9cRvOqAVzuWoGI+HLLL1ycRERFRbau5sO+bHIJHiOCaKgAqwWpwAkPa3trtJGNKwB8J7aBnX36ysNNwON6P3ksRuAdUAzfHr+B60g1vyQBQtWEErwKe4SE8PTdVpjREHuBb7YDQYVy7JcAzvMP3ozES8sJd1Bu/ueHPIhBU4zF2IhJLFsqd1IauqWryy5Hq9N/vx/DZ0bJjPzbddxE3nEL5m5udfTcBERER0e6pjbCvKr8QB44War6DV5NwD0ilGQEnrlfRsz92dgoR1b7PxELV9+yPX8H1JADBWf2NgmyoD4GrgCcgzxAzhv5ecVBuoaRFOwuRPFBXQFxdplRoxZUbyYpLaNSGPS4E54pLXpSAqsyW44UbAjyBMjcURwvHXToeYQtDfdKg3MLrRqOaAbrbGJOCunLsyg3TMPqkQbnqz1R8XyOYjnpVdfrSGImT/qLPfPN9q4ye2PTmZmxWfGZSGCdAREREtLeanE5nXrvwWzU6jegrscoD4x5QZtP5to9xcALhgBNTys2Pxug0ogMOhPzf3qBQ32RYnDlpxzXv9cyHibAfzvc3KT0anEA44EFcmuWHiIiIaK/VRs9+rZJ6ufck6MOHiWHPJgNzpfnkv+Wg/6iTp0stDfJSSRWDPhEREdUY9uzXHLH32COIU1zWWg/6I9uzPziB8DAwyuuUiIiI6sjeh30iIiIiItoVLOMhIiIiImpQDPtERERERA2KYZ+IiIiIqEEx7BMRERERNSiGfSIiIiKiBsWwT0RERETUoBj2iYiIiIgaFMM+EREREVGDYtgnIiIiImpQDPtERERERA2KYZ+IiIiIqEEx7BMRERERNSiGfSIiIiKiBsWwT0RERETUoBj2iYiIiIgaFMM+EREREVGDYtgnIiIiImpQDPtERERERA2KYZ+IiIiIqEEx7BMRERERNSiGfSIiIiKiBsWwT0RERETUoBj2iYiIiIgaFMM+EREREVGDYtgnIiIiImpQDPtERERERA2KYZ+IiIiIqEEx7BMRERERNSiGfSIiIiKiBsWwT0RERETUoBj2iYiIiIgaFMM+EREREVGDYtgnIiIiImpQDPtERERERA2KYb8R6AR8bt+P89rlD8yHiXAU06PqZUew8vbPkPDagN7vIvH2z7ByWt3+MIivEZP+JLw27Qo7sN1xj2A6Oo0R9aKd2rXzUYGW/YgIAl7XLq+AbzKMaOihfAIPbnAC4WgU0WgU0R2cF99kGOFJn3YxERHRI6euw/7rxi5E7E+W/tlh2CnnfPuT+NzYrFnajHcF7evuUbjbRSMhPzxzQfQNaVseQO93kXj7RWxol6tsDL2I5a8/hPONC3C+cQG2YEK7SnlSiJdvEmKB7yKnXWdTwwhedcAbnsAjGRFHp+E/GUfQM6xt2Rvj/eh1ueDyh5DUtgGb3IgWjJ2dQvykf9N2IiKiR0Vdh/13Vr+Be+4m3HOzuA3gduKm+HMyiXe0K++CxaUvpde/icvpDpxrpMA/Og3v0UiZ8Hcf+kWgJZ4Awgm0IAH9rGaVB2JDdh/QfmNG27CNI1j5uRvG34k3CM43/gABJ7CoPBXY/rjHzvYiOOfB0CPXIzyC6QE3Ipf6oD3b9WsYff4QHAPVPxUgIiJqJA8h7L+Atl/8B9oODKL9Vx/B+auP4PzVGFqK1lG3fYR9L78gLj5wHvtK1gXw7Bicvzj/MA5OLGtQet+78K6yU6l3Xv0UQFr3g5bCU4NzbYDV8kRhH+1tyq7V3lz+Ep+sd+Al1VOA4icPZW4Eio5N8wRBJ+Bz9ZMD7euqt+10wlrUqHnyULSt2PZBi/jUovRzgdhr+spm4S8Bo/8CzB8BwAzMb/wBxrDcdgQrb7+K1d7C2htDchmOVJrz8xNYwxEsKD3wxesD+5AtfjOV6bVhA/ehV44lAf199QpbHXfB8O9DwElv9QFxy/Ox/bWgfUr1geofxVZtJe22juLGLa8FkW/yDNy3yjzBGZ1GNDwBn7qkpqjMR+xdF0tttG2QSqNU7eqnJvK+i9YNY2JQWbCpkVAU0agfHgFwDxT2X1K2M96PqVtunNEul4j74c0AERE1toeSp4F2WH/6CrL/fhqxt85jMeFGuxzo8QLafnEOLZ+eR+yt04i9dRkbz72J9mcB3P0aGziA5gOa3T0sOgGf21rxybzU459Yw/OdctDK4MfJWdw2OPFvxmYAbfjA1oHbiZt4eaPw1OByurgH372c1r6KJIO/ZQFrs5TEWvbjl5Y1XJa2+/VSK85pbyzUxzZ3E8dXM1JjGz7odGJOflIxN4vbbQcLNwPa9zUfw6K8XwDn25/A89lZadsv8Yleta2kx/YkXsqI7+ty2oznTaoQOHgKTwsRXNOGvwcyA/MbF+D83TW0YgYdUomOUw7dSgnOi1gGsHxGvhnYuuRHEZ6BcfEIFuTSndMvYuHxBIyfV1gCJBu/gutJN05UU/6xzfnY7lp43dhV1O6eE6/Bctu6Ewvosaluzsq0q21/Lfhw6piAyGelt3UAAMEDf8CJKbmk5ugZJZDLZV4ulwsuVwAhu7cocI+EvHBcDUjtLrh6+zFW2POODXuk10sCkUvSvl0u9J4t3fvwZxEIx049mqVZREREDy/sAyv/9c9I3wWAj7F2cxmG/W6x4cBpGPEpkh98LK05jtSnyzD/wyCACLJyFlP18uscB4CFr6uoty7vdUM7sBTDj+UdbSTwyXoHnlV6RtN4eT4GWGx419iBnvRsIWTtwO3MivL3860duJ24hzeln99ZXcBtQzv+SQext9XUgUX1sam8buxAz3oMl5VjSePlxAKsrWa8DuC8yVn8voq04dm2BVxWbkoy+HGqsK0iPavcXLy5tgDoDYX2p5wQkjFE1OvvtvD/wvbGBTjf+BDtANqn5JuBD0uf/JQl9tzbw27Mvf0zxM4AHZv03m9tDHfmAMfByuPh1udju2uhDecs5qL2Avk6SRTaNu7hctqMfzQ0K+3lt0WF14IbTiGJ2F+VBRpJhPzSE57xK7ieFOB8CgBGcKKozGsM/e+XBmvtz9+6v8aQFJyQ/jcqIt40lHt61Vh0Oh0sFgvsdju6urpw+PBh9PT0oKenB4cPH0ZXVxfsdjssFgt0uof2K4GIiGrE7v/PfmAfDLbnYFeV8difa5caP0ZmoR36A4DuO/uw8SWUXv71ew8eNXuazcUlOPYn8LxBs1Iuid8uteJ5y5oqFO1MT7NZ+lszuvVi73nhtQ+iR1mzBQ4DMJeVe/LLyK7vbNyBzgA7OnBOVfZRWtoB3F5TvdeNe0XjHHwHHYW2WqIdgFvU62/DauBnmHNcg/ONC7Bf24eFkhl3KhOJJSE4y8XDndjmWtAZYMcK4tnirdS2vE62Usm1MHgIW57t5HVcGZd/GEN/r0ss9xk8BAfc8KrLdAaKP7NhTwAheOCX2vdksOz4HcThwKEKyoMajcFggN1ux6FDh2CxWJDL5bC0tIT5+XnlnM3Pz2NpaQm5XA4WiwWHDh2C3W6HwaD9j5KIiOrV7od9AEh8irm3TktlPNKf98QEkb23jBbHIFqfBNau3If+Oy9Av78dG3H5ScCDKSrB0ZZIQCqDaF3GZW2ZTdXa8GwbsJgp7FwZMKz8+Ubq/d1AfF29bRnqnnYAr+tbVT9tZ6GoJMQ9V92g5bHZuHZRbVB6/8v0+p8+gaR1Bh2j4sBeXfAPsF9LYLmvmhl5RG6ngGTswW821Ta9FnLrmNOurGHXq8tuxJuHym1zLYzfwc7PdgRBuUSnbKmOeHPgkkqAHAN7EPgHD8GBOO4oNyyPhs7OTnR3dyOfzyMajSKRSCCdTiOTySCbzSKfzyOfzyObzSKTySCdTiORSCAWiyGfz6O7uxudnZ3a3RIRUR3a/bD/5y+wYnsOglLDX87j0C98gY27XwNPnkNrxzKyd7XrVO/NtQVYLU7N4FM1qU4/lcSbqzF8Arl+v+B2ZqW0BKZEM94VDqJnPYbfrmYAZPDfayvosZUOxBRt3f7O+jIWDU6cU5KsVOqREkNa8TGJ9f3KgNDcCv5vvQPnygzErNgWpQ/bsyF7UPxbzvsqFh7XNIcTaMERrO+gx317+5BVBvvasN5rA+4nqrzIfThkB+KzpfXfGJ0uOxB1y/OxzbkG0vhz2oznLeVuNMVtrRZbYdsWG543LOCP0nX2tyzQ0yqda52Az9U99xVdCxHElNKcKkhjG7wlg3I3Ue6mQrnGfJgIe6u83sRyK/f3tnn9LUrSxAG6lQ0KrhcGgwHd3d1oa2tDLBZDKpWqqjSnqakJqVQK8XgcJpMJ3d3d7OUnIqpzlf8W2LFxLEuDcuUyHuevPhIH6ALIxe/C8NxzwF/GAYxjbcENs+0uMg8h7GPjnjQoV11CIYeuNnxgP6iq05fqmS1PFA1gfEe6CfhlmdlMCiVC0iBIVY/pO6vfiAMx1SUUqicH5dqV180lcXw+BrtS+nEQ9qUvlScSxcfUgfi8OPWoKIMfJ8WBmIX3XO67ArYgBbnNZjHZ3AzMUzPK4No5xzV0fL31OqWz8ezQRx/Cfg1I/ryw3+T9D+GUevortoPByVufj/LnWn0tvLl8E5ezqmtMNeNOyba2VnwyX6jRf3NZHLwdsT+JSGcL/lg0OLiSa2EMV24k4X6l2u8XGEN/rzgoVynjKZoRRzMTT1QcrKvM+DPUh+AtuQzID+f7waJA7psMi9sFPBCUcqHimXOGPUFEjhZev2Q2HgAj33MjeeNK2YHBkVgSgICnf1C6XT0yGo3o6upCJpPBwsIC8vm8dpWK5XI5zM/PI5PJoKurC0ajUbsKERHViSan07nz3wjUuEanER0Ago/AAEa1kVAUZ2KBsjO7NK4RTEe9wCWpHr9RDE4gHHBiarNreHQa0QEHQv5e9Nd5mY/BYEBXVxeWlpaQSqW0zQ/EZDLBYrHgm2++wfr6dvWHRERUa76Fnn2qS3LPa6VlGg3ANxmG1x7C6CMV9CF+AdWlCNwN9QVUI5gOeBAv+10R0lOHBgn6AOBwOJBOpx960AeAVCqFdDoNh2PLodxERFSj2LNPW/BhIuyH8/0G6/EtawTT0RO4tlkv8CPANxmG3zkFV8m3Jtcf32QYQxh9JJ7QdHZ2wmQyYX5+Xtv0UHV2diKVSu366xAR0cPFsE9EVKcMBgMOHjyIaDRaVY2+1WpFNpvFykrhu0G2o9Pp4HQ6MTs7y3IeIqI6wjIeIqI6JQgClpeXqwr6ABAIBPDWW29pF28pl8thZWUFgiBom4iIqIYx7BMR1SGdTger1VpV77zMYDCgtbWa7+4QLS8vw2q1VjWdJxER7S3+j01EVIfMZjMymQxyuWq/Nm7ncrkcMpkMzGb528KJiKjWMewTEdUho9GIdDqtXbzr0uk0590nIqojDPtERHXIYDDsyUDZ9fV1fqsuEVEd0bH2koio/rS0tHyrJTyyXC6HlhbpK56JiKjm6fR6vXYZERHVOL1ev2dhn783iIjqB3v2iYga1EsvvYQLFy7AZrMVLc/lciXTddpsNly4cAGnT58uWk5ERPVNx4FWRET1J5vNoqmpSbu4yM2bN3H8+HG8++67sFgs2maFxWLBe++9h+PHjyMcDmubizQ1NSGbzWoXExFRjdKZTCbtMiIiqnEbGxvbhv2ZmRm8+uqr6O7uxsWLF5XAr9PplG0tFgsuXryIxx57DK+++ipmZ2c1eymm0+mwsbGhXUxERDVK19bWtu0vDCIiqi2Vzopz+/ZtvPbaa3j88cdx8eJFmEwm5PN55PN5Jeh3d3fjtddew+3bt7Wbl2hpadmTWYCIiGhnmp555pl8KpVCMpnUthERUY2yWCwQBAELCwvaprKOHTuGYDCISCSCRCIBnU6Hffv24ciRI/jhD3+IGzduaDcpq7OzE4lEAktLS9omIiKqQU1utzvf2dmJO3fusA6TiKhO6HQ6HD58GHfv3q346ewzzzyDixcvoq2tDQCQSqUwMDBQcdDP5/N47LHHMDMzsyczARERUfV0mUwG6XQaDodD20ZERDUql8thaWkJZrNZ27SpL774Aj/5yU+wtraGdDqNH/3oRxUHfQBob2/H4uIigz4RUR1pOnLkSB4A9u/fj5WVFczPz2vXISKiGmQwGNDd3Y1YLFYyleZWjhw5gnw+j6+++krbtKmmpia4XC7Mzs6yZp+IqE7s378fyiT7iUQCVqsVgiAUr0VERDVpfX0dyWQSHR0d2qYtzczMVBX0oarVZ9AnIqoPgiDAYrEUwn4mk8H9+/fR0dFR9S8OIiLaG/Pz88jn87Bardqmh0YQBORyOT75JSKqE52dnejo6MD9+/cLYR9SL9H8/Dza29vhcrnQ3NysbiYiohoUj8fR1taG3fjeFJPJBKPRiHg8rm0iIqIa09zcDJfLBbPZjPn5eayvrxdq9rWsVivMZjOWlpb46JaIqMYZjUYcOHAA6XQai4uL2uYdsVqtaGtrw927d7G6uqptJiKiGtHa2qqU7aysrBT9Htg07EO6OzCbzTCZTEilUkilUshkMtjY2EAmk+GMDERENcRgMCgzqyUSiR3/H63T6WCz2QDpqQE7e4iIaoder4der0dLSwuam5thMpmUrL6ysoJMJlO0/pZhX9bU1ASj0QiDwYCWlhbo9XrodEUVQEREVCNsNhtMJhPu3buHeDyOdDqtXaUsk8kEu92O/fv3I5VKIZFIaFchIqIakMvlkM1msbGxgfX1dayurm46K1tFYZ+IiOqLwWCA1WqFxWJBNptFOp3G6uqq8mQWgNIr1NbWBqPRCL1ej6WlJSwuLrI3n4ioQTDsExE1MJ1OpwyyNRgMaG5uhl6vBwBks1lkMhmlVyiVSu249IeIiGoTwz4RERERUYP6f9coAPTD1+o8AAAAAElFTkSuQmCC)

**Nota:** A Web Crypto API é uma API de baixo nível e, como tal, não ajuda o desenvolvedor a evitar erros. Por exemplo, ela nos permite especificar um IV, o que é um padrão perigoso. Neste exemplo, usei o **AES-GCM**, que é o AEAD mais amplamente utilizado. A seguir, falaremos mais sobre o AES-GCM.

**4.5.2 O AEAD AES-GCM**

O AEAD mais amplamente utilizado é o **AES com o Galois/Counter Mode (AES-GCM)**. Ele foi projetado para alta performance aproveitando o suporte de hardware ao AES e utilizando um MAC (GMAC) que pode ser implementado de forma eficiente.

O AES-GCM foi incluído na publicação especial do NIST (SP 800-38D) desde 2007, e é o principal cifrador utilizado em protocolos criptográficos, incluindo várias versões do protocolo **TLS** que protege conexões com websites na internet. Podemos afirmar, efetivamente, que o AES-GCM criptografa a web.

O AES-GCM combina o modo de operação **Counter (CTR)** com o código de autenticação de mensagem **GMAC**. Primeiro, vejamos como o modo CTR funciona com o AES. A <IMAGEM> mostra como o AES é usado com o modo CTR.
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O AES-CTR usa o AES para criptografar um *nonce* concatenado com um contador (iniciando em 1), em vez de criptografar o plaintext. Este argumento adicional, "*nonce*" (de *number once*), serve ao mesmo propósito do IV: permite que o modo de operação randomize a criptografia AES. Os requisitos, entretanto, são um pouco diferentes do IV no modo CBC. Um *nonce* precisa ser único, mas não imprevisível. Uma vez que esse bloco de 16 bytes é criptografado, o resultado é chamado de **keystream** (fluxo de chave), e é aplicado um XOR com o plaintext real para produzir a criptografia.

**NOTA**  
Assim como IVs, *nonces* são um termo comum em criptografia, e são encontrados em diferentes primitivos criptográficos. *Nonces* podem ter requisitos diferentes, embora o nome normalmente indique que não devem se repetir. Mas, como sempre, o que importa é o que o manual diz, não o que o nome do argumento implica. De fato, o *nonce* do AES-GCM às vezes é chamado de IV.

O *nonce* no AES-CTR é de 96 bits (12 bytes) e ocupa a maior parte dos 16 bytes a serem criptografados. Os 32 bits (4 bytes) restantes servem como contador, iniciando em 1 e sendo incrementado para cada bloco criptografado até atingir seu valor máximo de 2³² – 1 = 4.294.967.295. Isso significa que, no máximo, 4.294.967.295 blocos de 128 bits podem ser criptografados com o mesmo *nonce* (ou seja, menos de 69 GB).

Se o mesmo *nonce* for usado duas vezes, o mesmo *keystream* será criado. Ao aplicar XOR nos dois ciphertexts, o *keystream* é cancelado e pode-se recuperar o XOR dos dois plaintexts. Isso pode ser devastador, especialmente se houver alguma informação sobre o conteúdo de um dos plaintexts.

A <IMAGEM> mostra um aspecto interessante do modo CTR: não é necessário *padding*. Dizemos que ele transforma um cifrador de bloco (AES) em um **cifrador de fluxo** (*stream cipher*). Ele criptografa o plaintext byte a byte.

A segunda parte do AES-GCM é o **GMAC**. Trata-se de um MAC construído a partir de um hash com chave (chamado de **GHASH**). Em termos técnicos, o GHASH é um hash universal quase XORado (AXU — *almost XORed universal hash*), que também é chamado de **função imprevisível por diferença (DUF — *difference unpredictable function*)**. O requisito de tal função é mais fraco que o de um hash comum. Por exemplo, um AXU não precisa ser resistente a colisões. Graças a isso, o GHASH pode ser significativamente mais rápido. A <IMAGEM> ilustra o algoritmo GHASH.

**Cifradores de fluxo**  
Cifradores de fluxo são outra categoria de cifradores. Eles são diferentes dos cifradores de bloco porque podemos usá-los diretamente para criptografar um ciphertext aplicando XOR com um *keystream*. Não há necessidade de *padding* nem de um modo de operação, permitindo que o ciphertext tenha o mesmo comprimento do plaintext.

Na prática, não há muita diferença entre essas duas categorias de cifradores, pois cifradores de bloco podem ser facilmente transformados em cifradores de fluxo via o modo CTR. Mas, em teoria, os cifradores de bloco têm a vantagem de poderem ser úteis na construção de outras categorias de primitivas (semelhante ao que você viu no capítulo 2 com funções de hash).

Este também é um bom momento para observar que, por padrão, a criptografia não (ou dificilmente) esconde o comprimento do que está sendo criptografado. Por causa disso, o uso de compressão antes da criptografia pode levar a ataques se um atacante puder influenciar partes do que está sendo criptografado.

<imagem>

Para fazer o hash de algo com o GHASH, dividimos a entrada em blocos de 16 bytes e, então, os hashamos de uma forma semelhante ao modo CBC. Como esse hash recebe uma chave como entrada, teoricamente pode ser usado como MAC, mas apenas uma vez (caso contrário, o algoritmo quebra) — é um **MAC de uso único**. Como isso não é ideal para nós, usamos uma técnica (de **Wegman-Carter**) para transformar o GHASH em um MAC de múltiplos usos. Eu ilustro isso na <IMAGEM>.

O GMAC é, efetivamente, a criptografia da saída do GHASH com o AES-CTR (e uma chave diferente). Novamente, o *nonce* deve ser único; caso contrário, atacantes engenhosos podem recuperar a chave de autenticação usada pelo GHASH, o que seria catastrófico e permitiria forjar facilmente tags de autenticação.

Finalmente, o **AES-GCM** pode ser visto como uma combinação entrelaçada do modo CTR e do GMAC, semelhante à construção **Encrypt-then-MAC** que discutimos anteriormente. Eu ilustro todo o algoritmo na <IMAGEM>.

O contador começa em 1 para a criptografia, deixando o contador 0 reservado para criptografar a tag de autenticação criada pelo GHASH. O GHASH, por sua vez, usa uma chave independente H, que é a criptografia do bloco todo-zero com a chave K. Desta forma, não é necessário carregar duas chaves diferentes, pois a chave K basta para derivar a outra.

Como eu disse anteriormente, o *nonce* de 12 bytes do AES-GCM precisa ser único e, portanto, nunca deve se repetir. Note que ele não precisa ser aleatório. Consequentemente, algumas pessoas preferem usá-lo como um contador, iniciando em 1 e incrementando a cada criptografia. Neste caso, é necessário usar uma biblioteca criptográfica que permita ao usuário escolher o *nonce*. Isso possibilita criptografar 2¹²×⁸ – 1 mensagens antes de alcançar o valor máximo do *nonce*. Basta dizer: esse é um número impossível de ser atingido na prática.

Por outro lado, ter um contador significa que é necessário manter estado. Se uma máquina falhar no momento errado, pode ocorrer o reaproveitamento do *nonce*. Por essa razão, às vezes é preferível usar um *nonce* aleatório. De fato, algumas bibliotecas não permitem que os desenvolvedores escolham o *nonce* e o geram aleatoriamente. Isso evita repetições com probabilidades tão pequenas que não deveriam ocorrer na prática. Ainda assim, quanto mais mensagens são criptografadas, mais *nonces* são utilizados e maiores se tornam as chances de colisão. Devido ao **limite do aniversário (birthday bound)**, sobre o qual falamos no capítulo 2, recomenda-se não criptografar mais que 2⁹²⁄³ ≈ 2³⁰ mensagens com a mesma chave ao gerar *nonces* aleatoriamente.

**Segurança além do limite do aniversário**  
2³⁰ mensagens é um número bastante grande. Pode nunca ser atingido em muitos cenários, mas a criptografia do mundo real frequentemente testa o limite do que é considerado razoável. Alguns sistemas de longa duração precisam criptografar muitas, muitas mensagens por segundo, eventualmente alcançando esses limites. A Visa, por exemplo, processa 150 milhões de transações por dia. Se precisasse criptografá-las com uma chave única, atingiria o limite de 2³⁰ mensagens em apenas uma semana. Nestes casos extremos, o **rekeying** (troca da chave usada na criptografia) pode ser uma solução. Existe também um campo de pesquisa chamado **segurança além do limite do aniversário** (*beyond birthday-bound security*) que visa aumentar o número máximo de mensagens que podem ser criptografadas com a mesma chave.
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**4.5.3 ChaCha20-Poly1305**

O segundo AEAD de que falarei é o **ChaCha20-Poly1305**. Trata-se da combinação de dois algoritmos: o cifrador de fluxo **ChaCha20** e o MAC **Poly1305**. Ambos foram projetados separadamente por Daniel J. Bernstein para serem rápidos quando usados em software, ao contrário do AES, que é lento quando o suporte de hardware não está disponível. Em 2013, o Google padronizou o AEAD ChaCha20-Poly1305 para utilizá-lo em telefones Android baseados em processadores de baixo desempenho. Atualmente, é amplamente adotado por protocolos da internet como **OpenSSH, TLS e Noise**.

O ChaCha20 é uma modificação do cifrador de fluxo **Salsa20**, originalmente projetado por Daniel J. Bernstein por volta de 2005. Ele foi um dos algoritmos nomeados na competição **ESTREAM** (<https://www.ecrypt.eu.org/stream/>). Como todo cifrador de fluxo, o algoritmo produz um **keystream**, uma sequência de bytes aleatórios com o mesmo comprimento do plaintext. Ele então aplica XOR com o plaintext para criar o ciphertext. Para descriptografar, o mesmo algoritmo é usado para produzir o mesmo *keystream*, que é aplicado com XOR sobre o ciphertext para recuperar o plaintext. Eu ilustro ambos os fluxos na <IMAGEM>.
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Por dentro, o ChaCha20 gera um *keystream* chamando repetidamente uma função de bloco que produz múltiplos blocos de 64 bytes de *keystream*. A função de bloco recebe:

* Uma chave de 256 bits (32 bytes), como o AES-256;
* Um *nonce* de 92 bits (12 bytes), como o AES-GCM;
* Um contador de 32 bits (4 bytes), como o AES-GCM.

O processo de criptografia é o mesmo que com o AES-CTR (eu ilustro esse fluxo na <IMAGEM>):

1. Executa-se a função de bloco, incrementando o contador a cada vez, até produzir *keystream* suficiente;
2. O *keystream* é truncado para o comprimento do plaintext;
3. Aplica-se XOR entre o *keystream* e o plaintext.

Devido ao limite superior do contador, o ChaCha20 pode criptografar tantas mensagens quanto o AES-GCM (já que ambos são parametrizados por um *nonce* semelhante). Como a saída criada por esta função de bloco é muito maior, o tamanho de uma mensagem que pode ser criptografada também é impactado. Pode-se criptografar uma mensagem de tamanho 2³² × 64 bytes ≈ 274 GB. Se um *nonce* for reutilizado para criptografar um plaintext, problemas semelhantes aos do AES-GCM surgem. Um observador pode obter o XOR dos dois plaintexts aplicando XOR sobre os dois ciphertexts, e também pode recuperar a chave de autenticação para o *nonce*. Estes são problemas graves que podem permitir que um atacante forge mensagens!

Dentro da função de bloco do ChaCha20, forma-se um **estado**. A <IMAGEM> ilustra esse estado.
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Este estado é então transformado em 64 bytes de *keystream* iterando uma função de rodada 20 vezes (daí o número 20 no nome do algoritmo). Isto é semelhante ao que foi feito com o AES e sua função de rodada. A função de rodada, por sua vez, chama uma **função Quarter Round (QR)** 4 vezes por rodada, atuando em diferentes palavras do estado interno a cada vez, dependendo se o número da rodada é ímpar ou par. A <IMAGEM> mostra esse processo.

**O tamanho dos nonces e contadores**  
O tamanho dos *nonces* e dos contadores não é (na prática) sempre o mesmo em todos os lugares (tanto para o AES-GCM quanto para o ChaCha20-Poly1305), mas são os valores recomendados pelos padrões adotados. Ainda assim, algumas bibliotecas criptográficas aceitam tamanhos diferentes de *nonce*, e algumas aplicações aumentam o tamanho do contador (ou do *nonce*) para permitir a criptografia de mensagens maiores (ou mais mensagens). Aumentar o tamanho de um componente necessariamente diminui o tamanho do outro.

Para prevenir isso, mantendo a capacidade de criptografar um grande número de mensagens sob uma única chave, existem outros padrões como o **XChaCha20-Poly1305**. Esses padrões aumentam o tamanho do *nonce* mantendo o restante intacto, o que é importante em casos onde o *nonce* precisa ser gerado aleatoriamente em vez de ser um contador rastreado no sistema.

<imagem>

A função QR recebe quatro argumentos diferentes e os atualiza utilizando apenas operações de soma (Add), rotação (Rotate) e XOR. Dizemos que é um cifrador de fluxo **ARX (Add-Rotate-XOR)**. Isso torna o ChaCha20 extremamente fácil de implementar e rápido em software.

O **Poly1305** é um MAC criado via a técnica de Wegman-Carter, muito parecido com o GMAC de que falamos anteriormente. A <IMAGEM> ilustra este MAC criptográfico.
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Na figura, **r** pode ser visto como a chave de autenticação do esquema, assim como a chave de autenticação **H** no GMAC. E **s** torna o MAC seguro para múltiplos usos ao criptografar o resultado, portanto, deve ser único para cada uso.

A função central do Poly1305 mistura a chave com o acumulador (inicializado em 0) e a mensagem a ser autenticada. As operações são multiplicações simples módulo uma constante **P**.

**NOTA**  
Obviamente, muitos detalhes estão ausentes da nossa descrição. Raramente menciono como codificar dados ou como alguns argumentos devem ser preenchidos (*padded*) antes de serem processados. Todas essas são especificidades de implementação que não importam para nós enquanto buscamos uma intuição de como essas coisas funcionam.

Eventualmente, podemos usar o ChaCha20 e um contador configurado como 0 para gerar um *keystream* e derivar os valores de 16 bytes **r** e **s** de que precisamos para o Poly1305. Eu ilustro o AEAD resultante na <IMAGEM>.
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O algoritmo ChaCha20 normal é primeiro usado para derivar os segredos de autenticação **r** e **s** necessários para o Poly1305. O contador é então incrementado, e o ChaCha20 é usado para criptografar o plaintext. Após isso, os dados associados e o ciphertext (e seus respectivos comprimentos) são passados ao Poly1305 para criar uma tag de autenticação.

Para descriptografar, o mesmo processo é aplicado. O ChaCha20 primeiro verifica a autenticação do ciphertext e dos dados associados através da tag recebida. Em seguida, descriptografa o ciphertext.

**4.6 Outros tipos de criptografia simétrica**

Vamos fazer uma pausa e revisar os algoritmos de criptografia simétrica que você aprendeu até agora:

* **Criptografia não autenticada** — AES com um modo de operação, mas sem um MAC. Isso é inseguro na prática, pois os ciphertexts podem ser adulterados.
* **Criptografia autenticada** — AES-GCM e ChaCha20-Poly1305 são os dois cifradores mais amplamente adotados.

O capítulo poderia terminar aqui e tudo bem. No entanto, a criptografia do mundo real nem sempre trata apenas dos padrões estabelecidos; também trata de restrições de tamanho, velocidade, formato, e assim por diante. Para isso, vou dar uma breve visão geral de outros tipos de criptografia simétrica que podem ser úteis quando AES-GCM e ChaCha20-Poly1305 não se encaixam.

**4.6.1 Empacotamento de chaves (*Key wrapping*)**

Um dos problemas dos AEADs baseados em *nonce* é que todos eles exigem um *nonce*, o que ocupa espaço adicional. Note que ao criptografar uma chave, pode não ser necessário randomização, pois o que está sendo criptografado já é aleatório e dificilmente irá se repetir (ou, se se repetir, não será um grande problema). Um padrão bem conhecido para *key wrapping* é a **Publicação Especial 800-38F do NIST: "Recommendation for Block Cipher Modes of Operation: Methods for Key Wrapping"**. Esses algoritmos de *key wrapping* não exigem um *nonce* ou IV adicionais e randomizam sua criptografia com base no próprio conteúdo a ser criptografado. Graças a isso, não é necessário armazenar um *nonce* ou IV adicional junto aos ciphertexts.

**4.6.2 Criptografia autenticada resistente a reutilização de nonce**

Em 2006, Phillip Rogaway publicou um novo algoritmo de *key wrapping* chamado **vetor de inicialização sintético (SIV — Synthetic Initialization Vector)**. Como parte da proposta, Rogaway observa que o SIV não é útil apenas para criptografar chaves, mas também como um esquema AEAD geral que é mais tolerante a repetições de *nonce*. Como você aprendeu neste capítulo, a repetição de um *nonce* em AES-GCM ou ChaCha20-Poly1305 pode ter consequências catastróficas. Não apenas revela o XOR dos dois plaintexts, mas também permite que um atacante recupere uma chave de autenticação e forje encriptações válidas de mensagens.

O objetivo de um algoritmo resistente a reutilização de *nonce* é que criptografar dois plaintexts com o mesmo *nonce* apenas revela se os dois plaintexts são iguais ou não, e só isso. Não é o ideal, mas obviamente não é tão ruim quanto vazar uma chave de autenticação. O esquema tem atraído bastante interesse e desde então foi padronizado no **RFC 8452: "AES-GCM-SIV: Nonce Misuse-Resistant Authenticated Encryption"**. O truque por trás do SIV é que o *nonce* usado no AEAD para criptografar é gerado a partir do próprio plaintext, o que torna altamente improvável que dois plaintexts diferentes acabem sendo criptografados com o mesmo *nonce*.

**4.6.3 Criptografia de disco**

Criptografar o armazenamento de um laptop ou telefone móvel impõe algumas restrições pesadas: precisa ser rápido (senão o usuário perceberá) e só pode ser feito no próprio lugar (*in-place*) (economizar espaço é importante para um grande número de dispositivos). Como a criptografia não pode expandir o tamanho, AEADs que precisam de *nonce* e uma tag de autenticação não são uma boa opção. Em vez disso, usa-se criptografia não autenticada.

Para proteger contra ataques de inversão de bits (*bitflip*), blocos grandes (pense em milhares de bytes) de dados são criptografados de forma que uma única inversão de bit corrompa a descriptografia de todo o bloco. Dessa forma, um ataque tem mais chances de travar o dispositivo do que alcançar seu objetivo. Essas construções são chamadas de **cifradores de bloco largo (wide-block ciphers)**, embora essa abordagem também tenha sido apelidada de **autenticação do homem pobre**.

Sistemas Linux e alguns dispositivos Android adotaram essa abordagem usando o **Adiantum**, uma construção de bloco largo envolvendo o cifrador ChaCha, padronizada pelo Google em 2019. Ainda assim, a maioria dos dispositivos utiliza soluções não ideais: tanto a Microsoft quanto a Apple fazem uso do **AES-XTS**, que não é autenticado e não é um cifrador de bloco largo.

**4.6.4 Criptografia de banco de dados**

Criptografar dados em um banco de dados é complicado. Como o objetivo é evitar que violações do banco vazem dados, a chave usada para criptografar e descriptografar os dados deve ser armazenada separadamente do servidor de banco de dados. Como os clientes não possuem os dados, eles ficam severamente limitados na forma como podem consultar as informações.

A solução mais simples é chamada de **transparent data encryption (TDE)** e simplesmente criptografa colunas selecionadas. Isso funciona bem em alguns cenários, embora seja necessário tomar cuidado para autenticar dados associados que identifiquem a linha e a coluna sendo criptografadas; caso contrário, conteúdos criptografados podem ser trocados. Ainda assim, não é possível pesquisar por dados criptografados e, portanto, as consultas precisam usar as colunas não criptografadas.

A **criptografia pesquisável (searchable encryption)** é o campo de pesquisa que busca resolver este problema. Muitos esquemas diferentes foram propostos, mas parece não haver uma solução perfeita. Diferentes esquemas propõem diferentes níveis de "pesquisabilidade" assim como diferentes degradações de segurança. O **blind indexing**, por exemplo, permite apenas buscas por correspondência exata, enquanto as criptografias **order-preserving** e **order-revealing** permitem ordenar resultados. A conclusão é que a segurança dessas soluções deve ser analisada cuidadosamente, pois de fato representam compensações.

**Resumo**

* **Criptografia (ou criptografia simétrica)** é um primitivo criptográfico que pode ser usado para proteger a confidencialidade de dados. A segurança depende de uma chave simétrica que precisa permanecer secreta.
* A criptografia simétrica precisa ser autenticada (passando a ser chamada de criptografia autenticada) para ser segura, caso contrário, os ciphertexts podem ser adulterados.
* A criptografia autenticada pode ser construída a partir de um algoritmo de criptografia simétrica utilizando um código de autenticação de mensagens (MAC). Mas a melhor prática é usar um algoritmo **AEAD (Authenticated Encryption with Associated Data)**, pois são construções tudo-em-um mais difíceis de serem usadas incorretamente.
* Duas partes podem usar criptografia autenticada para esconder suas comunicações, desde que ambas conheçam a mesma chave simétrica.
* **AES-GCM** e **ChaCha20-Poly1305** são os dois AEADs mais amplamente adotados. A maioria das aplicações hoje usa um dos dois.
* Reutilizar *nonces* quebra a autenticação do AES-GCM e do ChaCha20-Poly1305. Esquemas como o **AES-GCM-SIV** são resistentes a reutilização de *nonce*, enquanto a criptografia de chaves pode evitar esse problema, pois não exige *nonces*.
* A criptografia do mundo real envolve restrições, e os AEADs nem sempre servem para todos os cenários. Este é o caso da criptografia de banco de dados ou disco, por exemplo, que exigem o desenvolvimento de novas construções.